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**Лабораторная работа № 22**

**Инструкционно-технологическая карта**

Тема: Обработка ошибок. Оператор try-catch синтаксис и семантика

Цель: Научиться обрабатывать ошибки при помощи оператора try-catch

Время выполнения: 2 часа

# Порядок выполнения работы

1. Изучить теоретические сведения к лабораторной работе.
2. Реализовать алгоритм решения задачи.
3. Отлаженную, работающую программу сдать преподавателю. Работу программы показать с помощью самостоятельно разработанных тестов.
4. Ответить на контрольные вопросы.

# Теоретические сведения

Ошибки могут возникать из-за неожиданного ввода пользователя, неправильного ответа сервера и по другим многочисленным причинам.

Обычно скрипт в случае ошибки «падает» (сразу же останавливается), с выводом ошибки в консоль.

Но есть синтаксическая конструкция **try…catch**, которая позволяет “ловить” ошибки и вместо падения делать что-то более осмысленное.

## Синтаксис «try…catch»

Конструкция **try…catch** состоит из двух основных блоков: **try**, и затем **catch**:

try {

    // код...

} catch (err) {

    // обработка ошибки

}

Она работает следующим образом:

1. Первым выполняется код внутри блока **try {...}**.
2. ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAyIAAAJzCAYAAADz6Ke4AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAFiUAABYlAUlSJPAAAJ6PSURBVHhe7N0LfFT1nf//Nwm5Qm4k4RJuESRgCgiKyqUqVEXrhdrWui7r2rrW2qvdsva/1m3tr27XdVdLf1rbrXUtv3Vd1m1pt8XLCuqCtFxUkGsjAcEgJAEScidXEv7ne+Y7mTO5B5LJTPJ6Ph6j53wnITNzzny/38/5fj/fM+ysQwAAAAAQQlH2/wAAAAAQMgQiAAAAAEKOQAQAAABAyBGIAAAAAAg5AhEAAAAAIUcgAgAAACDkCEQAAAAAhByBCAAAAICQIxABAAAAEHIEIgAAAABCjkAEAAAAQMgRiAAAAAAIOQIRAAAAACFHIAIAAAAg5AhEAAAAAIQcgQgAAACAkCMQAQAAABByBCIAAAAAQo5ABAAAAEDIEYgAAAAACDkCEQAAAAAhRyACAAAAIOQIRAAAAACEHIEIAAAAgJAjEAEAAAAQcgQiAAAAAEKOQAQAAABAyA0767DbAIAeammsU31ZkRqqStR0ulzNDbVqOdNon0VPRQ2PVXRcomJGpCkuOVPxo7IUFZtgnwUADGYEIgDQQ2fqqlR9NE+nj3/gBCGFthR9LX7UeI0Ye6GSJuZqeEKyLQUADDYEIgDQjcbKkyo/9K6qP9pnSxAqSZNmKm3qZYpNGW1LAACDBYEIAHTCTLU6lfeWKg+/Z0uCxaWOVVxShmISUxQVl6jo4bH2GfRUs/MZtzTUqqm2Ug3VpWqoOG6fCZYy5RKl517tTuUCAAwOBCIA0IHa44dUsud1t4PslWCnDSWOnqyoaDrFfa2luVG1J4+409/q2kx/MwFf5uzrlDh2qi0BAEQyAhEAaKP8wDZ3JMQrMWOSkifPVnzqWFuC/lZfcVxVR/aotvQjW+JjRkbScubbPQBApCIQAQCPU3/aqPKDb9s9aXhcgtKmLdCIMVNsCULt9InDzjHZqjMNdbZEzjG5QukfW2z3AACRiEAEAKxSJwip8AQhCekTlXHRVYp2ghEMrGYnCCl9f5PqTh21JVKqE4xkEIwAQMQiEAEAR+XhHSrZ84bdk5LG5Sg99yq7h3BxKm+TqosP2D0pc/a1Splyqd0DAEQS7qwOYMirP3U0KAgZOWYqQUiYMsfFHB8/c9zM8QMARB4CEQBDnjcIMcnoGTOX2D2EI3N8vIsGeI8fACByEIgAGNLK87eoofKkuz0sOlrpF13pbiO8meNkjpdhjp85jgCAyEIgAmDIammsU9mBrXZPGnXhFe69KhD+zHEyx8vPHEdzPAEAkYNABMCQVXFou842n3G3Y5MylDQh191GZDDHyxw3wxxHczwBAJGDQATAkGVulueXMnm23UIk8R437/EEAIQ/lu8FMCSdLj6o4rd/624Pj0/ShEV/5m6fv1Pa+eRNKizx7aUt36ZFHQy0HHxxvvL3+bbjr3lF1y5J9+2g145t/i+dqa92t8dd8RmNGDfN3QYAhDdGRAAMSaePf2C3pBFjA8vBIvJ4j5/3uAIAwhuBCIAhqa70I7tl7qA+wW4hEnmPn/e4AgDCG1OzAAw5Z+prVPDaT93tqOjhmrT4C+523zj/qVnNjUU6snmjju1/TTUnD6ilyZQmKSpzgTKu/qbmzklXjPuTPt5/q/3f26vN3/uSyt2qfqHGf3Ol5mb6njGqjm7RwT+8pvKjO1RffcpXGJujhJw7lXPTUk1M8hUFyXtKL69ebXc6lrZ8q/M6htk9n5rCLcp7dbVKi7b73lNMtuKzlmniZ5dr+ijfz5yrjzb+P7XYhQeyb/iahsePdLcBAOGLEREAQ05jdandcvrCdtWlcFK++UfKe/MpVRX6gxCjWi0l63VyzU16/cW96pOFahv3au+/rVBx3vpAEGI0HlDdvoe1+/EV2nnClp2nk289qI3/skInj9ggxGgqUP2Rp3Rw5R3auK1Izbb4XHiPo/f4AgDCF4EIgCHnTG2V3ZJiE5LtVvjIWPQFpcUnK2by3Rp/69OadvvTyr5knn1Watn3lPKK7c75iJ2l6YsWOv9fqOQrH3H/zrRbH9DIpFjf8y1bVPj6dtX79lqVnjhit6SE+b7XZx6jJ9rCNpoPrdL21zfavVjFTFyujDl3K3liji0rUM3L39euo3b3HHiPo/f4AgDCF4EIgCGnuaHWbknDYuLsVv+o2fyMtq1p/yg8Zn+gI06AMP+h9br+3vs0d948TZ89TzM/84+aON4+r72qLm602+cn4+qV+uTDK3XV9UvdvzN93m268tN3BxqH4gJ5xkpcLS2Bvx0/xff6zCOtw3tBNuqDravUYveiLvlXXXvf/Zp/23266r7nlTvH/6b2qvit9kFPT3mPo/f4AgDCF4EIgCHnbEtgElDUcG+2Rd9rOrJKpbvaP2oq7A90Irpd7ZykxDS76ThT6Vuutq2m+l4GKM7fibabftFp6bJjIlJlkdp26ytL/DcOXKhET75JxwpUXuB/TVkadXFO0N+bMvfmQENUsFfH7WZveY+j9/gCAMIXgQiAIWfYME8SdTiu19F0Soc3PKONT96ldY9ep5e/O999+BPS24qJz7JbUs3W/9Dh4mqVHt2rPPNvPL7CJqp3zCSQ73j+Qa17/C69+rDv77z85KNdjEycUm3rEEmW4jocBfFqUHPrP5atuLYz4ZI9QU99tVpTYnrL8x6Dji8AIGwRiAAYcqI803hamvpmilNnzCpWN/+w/WP6TPsDbZWs15uP3qS8N1eppuSAmmqrZVaxiknJcV63/Zk2shd9WfH+2rz4GeX99Dpte+ZeHTb/RicjJ2bK1OHf3uUmkBcf2KimygNqaUlSlPN3YpK6urniKdWV2834dCW2RhEDy3scvccXABC+CEQADDnRcSPsllnKt7OO+sA4/NYPVecfFhj3gC7+Wydwefh5Xf/t5zVtui1vK3Oprv7rp5Ux3glW/LV67CyNnPOQclc8rTR1MEJQtlGH3ztgd7KVfOsruv6Hr+tG5+9c/1f3Kd4+007JftXU29GHMReo+1V34xTd+o8VqKFtHnnVKScksuKTgpYl7g3vcfQeXwBA+CIQATDkxI4MdJ8bT3eTrBFSp1RZGLiyH5+7xHMfjyJVdZHgHjNqnuZ/5Xnd+IgddXn4WS2+bZmmjIpTR3GIju/3TL9aqHHzAvcmqS880OnUrOL3Xm59Lma8E8DY7c7lKP1C/7BJkcre3u5ZerhRB99+uTWRXdmzNNZu9pb3OHqPLwAgfBGIABhyYlMyNcwOHZypq1JzQ5/claMPpGukJ/m7fuca7TtUpOJDW7TjlytU3JcxU3q2Z9RjiwrXbVdhcYEOb3lGb/12jS0PKN2+SptWP6w9m/fYklnKmJttt7s2ZdH9rUFOS94KbXrmKXflsE3PfFH5eYX2mWxlLJjX+UhMF8zxM8fRMMfVHF8AQPgjEAEwBA1T/KgJdluqK+tqLd3QmniJZ+ncslUqWPUZ7VjlBCGHpbR5y/uu0h6zSJnj/CMVBar5w9e186d3KO/VVWoac58yWpcKtqr3qipvvZr8wxeTl2vaOLvdjeiJt2nuzcvsa29U09HV7sphVUf9U8OSlHDdSl021e72kvf4+Y4ryeoAEAkIRAAMSYmjL7BbUu3JD+3WwIufcZ8W3H6/Rqb6E8aTFDV+uSbe+7wW3XqDRp3LkEGH0nXxPc9r4szFgSR4k1dyxdNa9JW7lTt3qS20Ekba/JNYRY25XzP/ckkPpmUFjJ7/kK5b8bRGT54X+Hsx2YqffL+mfOW3Wnx1VrtlhHvKe/y8xxUAEN6GnXXYbQAYMppqynXkjV/YPWnCwj/T8ITWhAxEiDN11Tq25b/snjT52i8pZqTnhisAgLDFiAiAIcl0VkeMCcwFqjr6J7uFSOI9buZ4EoQAQOQgEAEwZKVcMNdumQ7tPjWd9t8gA5HAHC9z3Py8xxMAEP4IRAAMWYljpyoxM7DyU/kH79otRALv8TLH0RxPAEDkIBABMKSlzVhkt6Ta0o9U9dFeu4dwZo6TOV5+3uMIAIgMBCIAhrSE9AlKnXaF3ZPKDr6t0yVH7B7CkTk+5jj5meNnjiMAILIQiAAY8jI+tlgJGZPsnlSy903VlflvtIdwYo6LOT5+5riZ4wcAiDwEIgDgGHPpTYoZkerbOduiEzv/R6dPHPbtIyyY42GOizk+hjle5rgBACIT9xEBAKux8qSKtv5aZ+prbImUOuUSpV5wid3DQKn48D1VHH7P7knD40cqa8HnFJsy2pYAACINgQgAeDQ4wcjxd3+vppoyWyLFpY5V2pRLFZ82zpYgVOrLi1V+eIcaKo7bEnMPmFEae9mnFEcQAgARjUAEANpoaazTifde1enjH9gSnxGjL9DI8TOUMGq8LUF/MbkgNYX7dfrkh7bEZ8TYCzXmkhsVFZtgSwAAkYpABAA6UX5gm07lvWX3AkxuQkL6RCcgyVJscqaiY+LtMzhXzU31aqwqcQKQItWdOqqm0xX2mYD03KuVljPf7gEAIh2BCAB0oammXGUHtqj6o8AdvNsaHpegqNhERUXHOLXqMFuKbjnNT0tzk1oaa3Wmoc4Wtpc0aaZG5SxUzMg0WwIAGAwIRACgB0zuSNWR3ao++ie1NDXYUvSXqJg4JU38mJInX0wuCAAMUgQiANBLtccPqbakQPVlhWqoKtHZ5jP2GZyrYdHDFZecqfhR45WYma3EsVPtMwCAwYpABADO05m6KjU31DoBSZPCrUrd/4uH7ZZP+qVLlOk8wsGwYcOcACRG0XGJGp6QbEsBAEMFgQgADGJvffEyu+WTvexLmrzsXrsHAMDA4c7qAAAAAEKOQAQAAABAyBGIAAAAAAg5AhEAAAAAIUcgAgAAACDkCEQAAAAAhByBCAAAAICQIxABAAAAEHIEIgAAAABCjkAEAAAAQMgRiAAAAAAIOQIRAAAAACFHIAIAAAAg5AhEAAAAAIQcgQgAAACAkCMQAQAAABByBCIAAAAAQo5ABAAAAEDIEYgAAAAACDkCEQAAAAAhRyACAAAAIOQIRAAAAACEHIEIAAAAgJAjEAEAAAAQcgQiAAAAAEKOQAQAAABAyBGIAAAAAAg5AhEAAAAAIUcgAgAAACDkCEQAAAAAhByBCAAAAICQIxABAAAAEHLDzjrsNgAgzNWXFtmtnnn7wU/ZLZ/sZV/SmIU32b2eic/IslsAAPQdAhEAiCD5q36g45tftnv974rHfk8gAgDoF0zNAoAIMmbhzXar/6VOv5QgBADQbwhEACCCmOBg7KLQBCPT737YbgEA0PcIRAAgwoRiVITREABAfyMQAYAIE4pREUZDAAD9jUAEACKQb1RkmG+njzEaAgAIBQIRAIhAvlGR3i3D21OMhgAAQoFABAAiVH+MijAaAgAIFQIRAIhQ/TEqMv0L37NbAAD0LwIRAIhgfbmCljsaksloCAAgNAhEACCC+UZF+iYY8Y2G9E8CPAAAbRGIAECE64tREUZDAAChRiACABGuL0ZFfCtlMRoCAAgdAhEAGATOZ1TEHQ1hpSwAQIgRiADAIHA+oyLcNwQAMBAIRABgkDiXURFGQwAAA4VABAAGiXMZFWE0BAAwUAhEAGAQ6c2oCKMhAICBRCACAINIb0ZFGA0BAAwkAhEAGGR6MirCaAgAYKARiADAINOTURFGQwAAA41ABAAGoa5GRRgNAQCEAwIRABiEuhoVYTQEABAOCEQAYJDqaFSE0RAAQLggEAGAQaqjURFGQwAA4YJABAAGMd+oyDB3m9EQAEA4IRABgEHMNypyk7vNaAgAIJwQiADAIGdGRRgNAQCEm2FnHXYbAAAAAEKCEREAAAAAIUcgAgAAACDkCEQAAAAAhByBCAAAAICQIxABAAAAEHIEIgAAAABCjkAEAIaAulNH7RYAAOGB+4gAwCBWX1aosvwtqj1xWEmTZmrU9IWKGZFmnwUAYOAQiADAIHSmttINQKqO7LElAWk5853HAkUNj7UlAACEHoEIAAwiZ5vPqPzAVjcI6Up0XKIbjKROnWdLAAAILQIRABgkKg+/5wYgzQ2nbYnPiNEXKGn8Raoo2Kn68mJb6hObnOlO1xo5foYtAQAgNAhEACDC1RQdULkTgDRUnrAlPvGpY5WSPUcJ6RNsifOzxz9QxYc73albXolOsJLmBCTenwUAoD8RiABAhKovK3IDkNMnDtkSn+EJyUq9YK5GjptmS9qrPLJHlQW71HKm0Zb4JE+a6QYkJLQDAPobgQgARJjOEtGHRQ13A5CU7IttSdeam+qdYGS3qj7aa0sCSGgHAPQ3AhEAiBAmEd0EICYZva2kCR9zg5Do2Hhb0nNNpytU+eFO1bQZWYmKTXDzR0hoBwD0BwIRAIgAXSWimzyQ2KR0W3LuzFQvEtoBAKFCIAIAYex00QE3AOkoEd2MgMSPGm9L+k5XCe0mIIknoR0A0AcIRAAgDJ1PInpf6TyhfZZSc+YrduQoWwIAQO8RiABAGDH5GmYEpLpNAnlvE9H7SsuZBlV8uKvDhPbUaVe4IyQktAMAzgWBCACEgf5KRO8rTafLVekEJG0T2qNjE9zlfkloBwD0FoEIAAywThPRx0xRyuSL+yQRva/UlRWpkoR2AEAfIBABgAHSVSJ6ygVzldAPieh9xSS0m/wRM5XMi4R2AEBPEYgAQIjVlRWq4sBWnT4+cInofcXkjpgVtjpKaDc3RIwZyR3aAQAdIxABgBBpqq1Qef7W874jerjpKqE9bdoVbg4JCe0AgLYIRACgn51tsYnoThDSVjgkovcVk9BuRkdOnzhsS3xIaAcAdIRABAD6UeWHNhG9PvwT0fsKCe0AgJ4gEAGAfnC62CaiV7RNRB9jE9EHfzJ3VwntJn8kIWOiLQEADEUEIgDQh+rLCt0ApLbN9KRITETvK50ltCdNnOmOkJDQDgBDE4EIAPSBptpKlTsBSNtE9KjoGKVkz4nYRPS+QkI7AKAtAhEAOA9dJaInT5zpBiGDIRG9r3SV0G5GR1JIaAeAIYNABADOkUlEN6MgZzpIRE91ApCYkaNsCdoyCe1VR3a5//eKS850R0dIaAeAwY9ABAB6qaYo3x0Faaw8aUt84lLHuHkgQyERva+cPnHIHSFpm9CekJntjpCQ0A4AgxeBCAD0UFeJ6GYlrKQhmIjeV0hoB4Chh0AEALpxprbSDUBIRO9fXSe0z3cDkmHDY2wJACDSEYgAQCdams+o4sBWNwhpi0T0/kNCOwAMDQQiANCBisM73CCERPSBU1dWqMoju1RfFnyHdpPQnpqzQEkTLrIlAIBIRCACAB4kooefmhOHVElCOwAMOgQiAODoLBE9JjFZydlzlDQux5ZgoLgJ7Yd3qqWZhHYAGAwIRAAMaV0lopsRkOTJs20JwkG3Ce0zFmqYc+wAAOGPQATAkNRdInrqBXMUFUMiergyCe2VBbtUc/yQLfGJjk1U2vT5Sp16mS0BAIQrAhEAQ07l4R1OALJVzQ0koke6+vIid4Wt+vLghPbYpAx3dGTkeBLaASBcEYgAGDJMInp5/hY1kIg+6LgJ7Yd3qqk2OKE9MTNbaU5AkpBOQjsAhBsCEQCDXqd3RE9Mdu8FQiL64NFpQvskm9A+goR2AAgXBCIABi2z3Gv5ga0d3xH9grlKIRF9UHIT2g/vUtXRDhLac+Y7jwWKGh5rSwAAA4VABMCgc7b5jDsCYoKQttw7ol8wR9Ekog96bkL7h7vcaVte0XGJbjCSyh3aAWBAEYgAGFQqD7/nBiEkosOv04T25Ax3uhYJ7QAwMAhEAAwKnSWix6eNdfNASETvnfI9q7Tjd6tU3xjItYi/5hVduyTd7kUeMzJi8kfOtE1oH52tNHOHdhLaASCkCEQARDSTiG4CkNMdJKKblbBGjp1mS/pLowpe/6HyD39cl963VBm2NJLV739G//vCKrXYfb9ID0T8Ko/sVVXBLjWfabAlPiS0A0BoEYgAiEgmEd1Mwapuc4ft0Cein9LOJ29Wob6j+d9cNggCkWrte/Y6FRzJVvKtK3X5JVmKj7JPDSImCKnsJKE9ddoVbkBCQjsA9K9B2LwAGMxMIvqpvE068voz7YIQk4g+ftGfsRrWeWlUU63zv1HLNWPe4AxCjOjhcRqVc4XGX/FZjRwz1Zb6VBx8WwXrf66KQ9ttCQCgPzAiAiBihFUiet5Tenn1arvTubTl27Qo1+6UrNUbTz6qerur+Ps087t3K+PwWr3322dUVXFKipmljM89rfm5ce6PlG5YoW1vblfybW/oqjkdXaEv0I7H71Bx7EN9NCJjRnhuUqH66t+LDPVlRaooIKEdAEKJEREAYe90Ub6Obvh/KtnzelAQYhLRx8y9QZkzPxGZq2HVb1HBqnu18ZeP+oIQo2mvSn+7WgX2ElHGJTcoQY2q2rpRVb6iYCV7VF7pfBazFw2ZoKE/xI/K0thLblLGxxZreGKKLZUaq0p1/N21KtryX6o/ddSWAgD6AiMiAMJW3aljqjiwdQAT0XviHHNEWkdUsjXyyr9T7pJZGh0rHX35Xu3elqSJ3/qRLk4f5jzfqPwXrtXB/dM17mvP6tJx7m+3qtr2sDa9XKBx9z2vS/tk0ae92vzwvSof84jmf21wJN+fi84S2pMnzVRqzgLFsgw0AJw3RkQAhB2TiH7ivVdV+If/CApChkUPV9qFl2nCgtvDJAg5fyNvfV6Lr/cFIcbEKbPc/7e0LlkVqwsvv9uprPfqxNYDaralPo06duB1KWWZxvbRyrN1ezao0vnbMRfOHNIjLCmTZylr4e1KmeQ7Hn5VH+3TR288q9I/bVTLmcDSxgCA3iMQARA2ukpET5o4UxMW3eF0EC+2JYNDTGKbvI/c+3XzD1dqbqYZDfGJzrleY1Kd4GTXWn3g7fs2btfJA05FPm22xtuic9bSqJO7ntGmNavVkrhcU67Osk8MXdExcUqbdoUmzL+NhHYA6AcEIgDCgklENx278gNbbYnPyLFTlXXFZ5SeM9/pGMbb0qEmS9MWLnaChTU6tr3alknNH2xXjcZp1KwcW3KuTmnnT67SO2vWSBc+pIu/cb+mDdWPugPDR6QqY+YSjZ17o+LTAnPjWhrrVLr3TX30v8+ppnC/LQUA9BSBCIABVVPYeSL62Es+qYyPLWE+viP5Y59QgvP/ui3r5F/X6eiBt5xafLHSL7AF561aTScKVB08/wuWN6E9xglO/HwJ7b8noR0AeolABMCAqD91zOm4/crpwP1ODZUnbKkvET3jY1c7Hb6bnWDkvCcchU71KdX0Zwc+ZbEmzIiVKlbryCFTUKBTB4uk3MWact41ebrmfmOTLr91uWKqV+vwz57SwdY1htHWyLEXavz825R24RWKGu5bZtmoPVmgY39YrRM7XlZjTZktBQB0hkAEQEiZRPST773qdNj+w+m4fWhLpWFRkZqInq60yVlOZPWM8v5zs4r9HfimRhXvWq03X+xk2d1e8yetF6ls9wE1F29XaeVZjcyZrmj7E+clKlaj592vBTcudXrUTjDylhPkoEsmoX38wtuV3Cahvfron0hoB4AeYPleACFhEtHNzQjb5oAYJhE99YI5kZsDUrlRb/7oQdW1rnTlkXi3ch+4T1NMTnrbGxp2IOgGiO0UaccTn1Fxhd3VbZryvQdk733YN1r2avP/Yfne3jIBduWHO1Vzwh2uahUdm6C06QuVOnWeLQEA+DEiAqDfdZqIPmaQJKKnLNbiFU9r9ORZivLXqomLlXbNs5r/bRuE9AmbtO43+VJN6MsgxIjKUmK68/8zzM3qDZMz0lFCe3NrQvsvSWgHgDYYEQHQb0wiuhkFaaw6aUt84lPHKnXK3MjKAQknjdu16YdfV+OSl3Xtkr4eszA3aLxJhXqodzdoRJCa4x+osmCXO1LilTg6W2k5C5SQMcmWAMDQxYgIgD7nTUT3BiHDE2wi+qURlog+4Kp19FCR6pqczaZTyvvVE6pqWazMuWboop80Sx3NNEPP+BPaR02br6jhgSExk9Be+Mf/JKEdAByMiADoM021FSrP36KqI8E3I4yKjlFK9hznMbhuRhgyHeSWRM17XtffmtM3iepBTmn3T2/S0eIsjbz5ac2/PEvxXLI6LyZhveLDnapqc5NOw9ww0eSQeIMVABgqCEQAnLeW5iZVHNiqsvz2iejJE2cp5YKLh/DNCPtA/QHt+PfHVWwCvJhZGjn/27ri+hz3viL9oWrbw9r08nq7FxB/zSu6dkk/jsIMciS0A0AwAhEA56Xi8A5VOAHIGc/NCI0RY6a6IyDcjDASNerohqeU94e1amoMLD9LINI36suKVFGwU/Xl/ltT+sQmZ2qUE5CMHD/DlgDA4EYgAuCc1BTZRPTK9onoKVPmKoEcEKBLnSW0J2ROdgMSEtoBDHYEIgB6pb6s0A1Aak8ctiU+JhE99YK5Gjkukm5GCAw8kztickja3vwwaeLH3IAkhlFFAIMUgQiAHjlTW+EGICSiA32PhHYAQxGBCIAumUR0sxJW+YFttiQgeeJMpUTyHdGBMGOmaZmA5DQJ7QCGAAIRAJ0yiegmCGluqLUlPiYRPdUJQGJGpNkSAH2prqxIVUd2uf/3ikvOVGrOAiVNuMiWAEDkIhAB0I5JRDcBSENHiegXzFXCKBLRgVAwIyNmhKR9Qnu2TWifaEsAIPIQiABoRSI6EJ5IaAcwGBGIAFDT6XKVH9hKIjoQxrpLaDcByTAS2gFEEAIRYAg729zkjoB0mojuBCAmSRZA+Ogqod0EIykktAOIEAQiwBBVeXiHG4R0mIiePUcxI0lEB8JZZwntsUkZ7gpbJLQDCHcEIsAQ01kielzqWDcPhER0ILKQ0A4gUhGIAENE3aljbh5I20T0mMQUJWfPURKJ6BGgWvtWrVDppL/TomuyFWNLu9J8aLXeeLVa2X9xn6aTzzyokdAOINJE2f8DGKTMVdIT772qwj/8R1AQYhLRR114ucYv+BxBSKQoXqfCQ/mKSs/qURAiNeqDrT9XU0O6kplpN+glT5qlCYvucP/vVX30TzryxrM69aeNamlqsKUAMPAYEQEGqe4S0c0NCaO4I3pEKfjtZ7Qv7xbNfOhuZffkMlLler35+MPSjet1zcJkW4ihwFyAqCzYpZrjH9gSH/cO7TkLlHrhZbYEAAYOgQgwCJGIPgg1btemH35ddYt+q+uvz7KFXSted692bJ6uad99QNNZ1XVIqi8vVkXBTtV3kNBupmuNJKEdwAAiEAEGkdNF+W4AQiL64OMPKqY89IByezKQ5Q9c5r+oa2/MVrQtPnentPPJm1Q45he6+Y7ZtsynLu8pbVi9RrFLXtTV17SZNtZ0SvmvPamje7eqvrbaKUhSVOb1GnP93ZozI73j1+X8ey+vXm13gqUt36ZFuXYHPVZz4pAqO0hoT8zMdlfYIqEdwEAgEEG/qi8t0oktr9g99JeWs2ecR53OqsmW+JCIPki0HNC2R+9SWe7zuv4zOT0KKqq2PKhNr0oTv/2YLk6xheel40Ck+cRabfjpo2rMfVZL7piloLvO1O/V5pX3qjx4YM6KVfyVz+vj12erXVxFINJvOktojxoWp+hh5kicf8iKnolLH6exi262e8DQRCCCflWRv0O7H/+y3UNfG544UiOnXaQREyfbEh+TiG5GQJInB1+5RmSq3/WE3liTr3Ffe1aXjrOFXSrSjic+o+KxT+vaO+e17+ifkw4CEX+gkfKQLv/KMo0Oyltp1MEX/1z5+woVNeMRXXzzYo1NjVV0S6NO7lmlnb9dpaaWbGXc/Z+aP3WY/R2f0rdWaNvr0vhvrtTcTFtogxMCkfPXcqbB3qF9ny0JqP4g33m8r7NnztgS9JfU6Zfq4m//3O4BQxOrZgERaFh0tJJnzNSYT9zQLggxiegTFv0ZQcigcUrvv7VGmvwXmtajIMSJD/LW6ESF08lf0FdBSAdairTzua+pXMs1/Z62QYijcbsK9xU5va0HdPHypRpvghBTHhWr0XPu01W3LXcaoAKV7tzr/riX72p9tkam+/bRt6KGx2nUtPkaP/82jRx7oS31SbpwusZ+4kaNvIBRVAD9j0AEiEBnm5tVc/gDnf4weEUco+rYn1R59E8629JiSxDJmg+sVXFJljKuXqyerXtVrfy3Vqtl/F8pd6ot6nONOvirv1HhiXkaf8/9mtZRtHOiSA06q/i5CzW+g5YmYfYNGmV+r9AJRnxFrSpPbJdSspRIC9VvztSfduqJfe1W1ZJTb9Q49UpNQfu6BQD6GtU8EKFaGutV8addKtn0uuqKj9lSx9mzblLqsS3/qepj79tCRKZGffDOKrWkLtfkHFvUneJ1Ol4Yq+QFPQ1cemnfl/Tyd69S/r4PFXXZlzV7jC1vq7rIl7EUFefutpeuuCS7GaRAVYXO/8ZkOT+BvmYuUFQcfs+pH/5LNYX7banP6SOHVPy//6Pqg3luPQIA/Y0cEfSrjnJEzJxYMzcWfcvcrNCsmFVfZnpxAbFJ6W6+iFkdBxGm9T4gr+uahR322tvp9b1GesybIzJDB1/8vJv/Eb/weS26MTs4Sd04ukbrnnlCWviirneeb69AOx6/Q8WxD2n+N5cpw5aqeqPe/KcHdfa6V3Tt1Z5QhByR81ZTmO8u5XumvsaW+IwYN81dytesrof+s/vxrzht4na7R44IYDAiAgwSiWOmaMJVd2r03Bs1PDHVlkqN1ad0cs8bOrl7nRoqT9hSRIKCDb9UXfx9mjq/Z0GIKjfq0K4iJXzitj4OQtqK1bTbf6TsKVmq33KXNv3ugOrsM63GOMFJ1DA17dqggg5mCTYf3a7SSmfD+TnvXW2q9r7m/FsLlZ7LeEhfqS05ouJ3f6/S/X8ICkLiR2Vp3PzPatwVnyEIATAgCESAQSZ58ixlL71Poy66yl09y6+29KiKt7+k0vdNZ8TczwFhrXG7PnqvQDGXXd/joKJ42384nfjbNGFeDwOX8xGVpZlfWKnx46Sm7V/UpjXbVeMNOGJna1xulnPiPaN9z6xRQUWjmk15S6PKD63VH/79CTUpWxmXzQosGNtSoINbNko5t2mGf7UsnLPGqhKd3L1eJ/e8rgZn2294YopGz71BE676S41ok6wOAKHE1Cz0K6ZmDSxzZ/Xy/C2qOLzDlgSkXDBXqdlzNSyK6xHhqNf3ATmHe430Tic3NGxzr5D4a17RtUvsaIZ57smvqbw6+J4VPrGKueJfdfUtOb6Vvbq4d0g7mW2mc1lVbz+qP76yVi0j7lPut+7WlB7cTb7g1Xu1b8teafwjmv+Vpe3+zXYqN2rjkw+r5owTRC3/V82fEX63rHcT0Qt2qrpNDsiwqGj35oVmGhZCj6lZQHv0QIBBLDouURmzr9WkJXdrZNZ0W+rjS2h/kYT2cOSODLylqJl/oek9vBlh3a61Kq1fqHFX9kcQ0oX4WVq04lmlJdp9L/e5/9a0K5YqPtE/SpOkqPHLNf7O/9a1/iAEfcKfiF645b/aBSHmwsPkpV8mCAEQVhgRQb9iRCS8kNAeGcLjBoYh5o6ISNN/eL+6uoNF6YYV2rZncYcjIkNZ9bH9qjyyi0T0MMaICNAeIyLAEOJNaI8ZEUgRJqE9nFQrf+tvpPG39fgGhs0H1ulERZYyLo/QIATnrLbkIxW98zudyv9ju0T0rAW3kYgOIKwRiABDkElon3zdl5See3WnCe3NJLQPjKZTaoma2av7gJTXNyo2sxf3GkHECySir1djdeCWkMMTk1sT0RPH9NsdLQGgTzA1C/2KqVnhzyS0m+lalSS0A2GPRPTIxdQsoD16F8AQZxLaM2dfq4kktANh6+zZzhPRk0lEBxChCEQAuOJSRmvs5bcqa8HnFD9qvC31jZicyt+sonf+W6dPFthSAKFiEtELt/xKFR++5wYkfiOzcjRh8ec1+uKlGh4/0pYCQOQgEAEQxJ/QPuYSk9AefIf2kr1v6MSu10hoB0LAl4j++04T0cde/mnFk4gOIIIRiADoUNIkk9B+n5vQPsyT0F536hgJ7UA/aqz2JqJ774hOIjqAwYVABECX0nLmK3vpl5UyJXiBgZqifB3d/F/uXdvNjdQAnB8z6nFq/x/dUZDa0o9sqSMqWqMu+rj7PUyefLEtBIDIRyACoFtdJbRXfLhThVteVNXRPFsCoDcCiei/an9H9CmXuAHIqOmLnL1hvkIAGCQIRAD0mD+hfdyCzykhfYItlc6YJYAPbHFvrEZCO9BzJvDoLBF94pIvKHP2dSSiAxi0CEQA9NqIMVM0/sq/6CChvZSEdqAHzNQrNxF9f/tE9HE2ET0uZYwtBYDBiUAEwDkLJLRfRUI70AOtiejOIygRPSGQiD6CRHQAQwSBCIDzlpazoPuE9uZmWwoMPZ0lops7oo+aQSI6gKGJQARAnwhKaB8/w5b6uAntW/9L1YMtoT3vKb383fmBxyP3atOGAtXZpwE3Ef3DThLRL7hEk6/7shOILHIiEhLRAQw9BCIA+pSb0H7Zp5S18PZ2Ce2n3IT2QXyH9sa9qnrzLm3ZxnQ02ER0d0QwOBF9xLgcTVz8BWVefJ2GJ5CIDmDoIhAB0C8SR1/QSUK79w7tJ21phMq9Xzf/cFvr46rbljuVaqPq/rBOhfZHMPQEJaI3nLalUnxalsbNv03jrvi04lJJRAcAAhEA/So4oX24LfUntK8dVAntyXO+rOwcZ6OySLW+IgwhbiL6nvaJ6DGJKRo95wZNuPovNWIsiegA4EcgAiAkfAntX+k0ob380PZBkNAeq5hYu4khw01Ez7eJ6CXBiejpF13pBuLJ2SSiA0BbBCIAQqarhPbKgl2DM6Edg1ZrIvrWX6n6WPtEdBN4p01fSCI6AHSCQARAyHkT2uM7SWivjeiE9kY1NdpNDEq+O6LbRPSWjhPRo+NH2FIAQEcIRAAMGJPQPuHKv9DoDhLaT+59Qyd3rYu4hPYxkxY7/12j4u2snDUYuYno7/rviE4iOgCcDwIRAAMu2ZPQHjU8cIf22lNHWxPaz9RV2dLwljz/rzQ6KVZ1r31Nm7YXqa7JPoGI1lhdqpN7XvclolcFJ6JnkogOAOeEQARA2DAJ7eYGb6lT59kSH5PQfmzLryIjoT0qR5d/83lNzE1W1e8+ozd/8JQO2qcQeQKJ6L9TbckRW+pJRF/6ZaWQiA4A54RABEBYMQntGbOu0aRP/FWHCe3HtrwY9gntzU3VajiRb/cQibpORJ+rbCcAcRPRAQDnjEAEQFiKTc7sMKG9ubEuvBPaWw7o3Z/cq5Ml6Rp5zfO66vv3a5p9CpGh+0T0pYqO547oAHC+CEQAhLWeJLTXV5ywpQOvatsvVVorxS9ZqSuX5Cg5kPKCMGcS0Ys7SkQfNZ5EdADoBwQiACJCa0L7x65ul9B+fMdLKsnb5HQeBz6h/cRHG53/LtXYy7MU7StCmGuoMndE9yWim20/947ocz+pCVfdSSI6APQDAhEAESVt2nw3QTh1avAd2k8XH9CxzTahvWWgE9ozFJdkNxG2TCJ66f4/uKMgnSWiJ0+ebUsBAH2NQARAxImONQnt13ae0L75RVUf4w7t6IRNRD+25b9UUxi8qACJ6AAQOgQiACJWlwnt+TahvSSUCe3VauA+hmGtpnC/G4CYRHSdPWtLSUQHgIFAIAIg4gUltI9Ms6U2oX3PGzq529yhvZ8T2lsaVb5rlT4yM3xSspToK0WY8Ceil5KIDgBhg0AEwKDhJrRf+6X2Ce2l5g7tL/nu0F7fh0MWeU/p5e/O9z0evkqb16yWWew1ZvZCjff9BAYYiegAEL4IRAAMOp0ltLt3aN/8Xyo/3E8J7TGzNPLKZ7XouixbgIHSVSL6KBLRASAsDDvrsNtAn6vI36Hdj3/Z7vlc/O2fK3V6cAcR6C8NVSdVvn+rE4QE3x07Oi5BqdlzlTQh15ZgUDCJ6AW7VPHhzqAcEMMkopsk9OHkgGAA7H78K06buN3uyW0HTXsIDGWMiAAY1OKSR2vs5Z9S1oLblZA+0ZZKzQ02of3d/9bpkx/aUkSyzhLRR2ZN18TFn3cT0QlCACB8EIgAGBISx1yg8Vcu15hLblLMCE9Ce9Uplex9Uyd2hSChHf2iq0T0rAWfcwLRWxWXOtaWAgDCBYEIgCEladJMTb7uS0rPvVrDogMJ7XWn+imhHf2ms0T04Z5E9MQxU2wpACDcEIgAGJLScua7N65LmRLihHacNzPq0VUiujmuJKIDQPgjEAEwZEXHJSpz9rWauORuN4/Aq/LDXTq2hTu0h5XWO6K/2OEd0c1KWKO4IzoARAwCEQBDXlyKSWi/VeMX/hkJ7WGq80T0HE1a4rsjOonoABBZCEQAwEoYnU1Ce5g5XXKkm0T0Tys2hTuiA0AkIhABgDZ6ktDeTEJ7v3IT0XevV8me10lEB4BBikAEADrRVUL70c1mmtAOtTST0N6XghLRSz+ypSSiA8BgRCACAF0ISmgfP8OW+pi7dxdtfVFVx/5kS3DOukpEn3IJiegAMAgRiABAD7gJ7Zd9SlkLg+/QfqahTmX5W1X4zm9JaD9HXSWiTzSJ6LOvIxEdAAYhAhEA6IXE0R3fob2puoyE9l4y9wDpLhE9jkR0ABi0CEQA4ByQ0H7u/Ino5q7oJKIDwNBFIAIA58Gf0J46dZ4t8SGhvT1fIvof2yeiRw8nER0AhiACEQA4TyahPWPWNZr0ib/qNKG9eigntAclou+3hT4mEd0EICSiA8DQQyACAH0kNjnTk9A+wZb6EtpP5W9V0RBMaO9JInp03AhbCgAYSghEAKCP+RLa/0Kj296hfQgltJtE9KJ3ftdBInqWshbcRiI6AIBABAD6S7InoT1qeKwtDU5oP1M3uBLavYnojdWlttSbiP6XShwz1ZYCAIYyAhEA6GddJbSbaUvlh7brbIQntHeViJ6eexWJ6ACAdghEACAEomITOk1oryzY5SZyVx/LsyWR42xLc7eJ6Gk5C2wJAAABBCIAEELehPZ4T0J7c6NJaN8SUQnt1cfeV+HWX7VLRB9BIjoAoAcIRABgAJiE9gluQvuNEZfQ7k9EP5W/uV0i+rgFt2kciegAgB4gEAGAAZQ8aZab0J7xscUdJrSX5G0Km4T2xk4S0WNGpLYmoo8gER0A0EMEIgAQBlKnXaHJHSS0ny4+MOAJ7WbU49T+P6qok0T0ydfdRyI6AKDXCEQAIExEh1lCuz8RvdD8XRLRAQB9bNhZh90G+lxF/g7tfvzLds/n4m//XKnTL7V7ADpTe/JDleVvUf2pY7bEJzZplFKz57p5Jv3FJKJXHtkVlANimET0UdMXkgMC9FLN0QM6UxuYZjk8MUkjJ+bYPWBoIhBBvzIV76EXV9o9n6l3rKDyBXqh6qO9qjiwVY015bbEJzF9opKzL1Z86lhbcv5MInrFhzuDckCMhPTxSs1ZQA4IAKDPEIgAQIQoP/i2yvO3qOVMoy3xGTEuR2kXzNXwhCRb0nsmEd0EIN4cECMmMUVp0xeSAwIA6HMEIgAQQcz9RkwwUnFouy0JSMme407ZGhYdbUu611Rfo6qCXe1yQIZFDXenYKVNJwcEANA/CEQAIAKZEQyTP9L2buYm4T31grlKmpBrSzp2tqVFlUd2q/LDnTp7tsWW+qRccIkbhETHczNCAOhrTXUlOnHoA5Ud3qbqkqOq/uiQGusOKfXOfbpqiA0+E4gARkuDqosP6dhHf1LFoWOqP7FRtVUNaoq7R4se+pwy7Y8B4cYktJcf2Kq60qO2xCc2Kd0mtGfbkgCTiF5RsFPNDbW2xMdM8XIT0VNJRO8zex7T7557zu60MSJX8WMWK2PJ5zRz5gTFs44lMKhVH3xJO3/zjyorLrElweJv3qIbrhtaPQ4CkYF24td67dGHVO/u3KOLnnxQ091tr53a9M3bVeZuL9aEh57VPPoJfaOpRO//7h91+O2X1NRky7yivqqZK7+lC4fZfSBMVR/d546QNLVJaE8YNUEpF8xxE9o7S0SPHzXeXYZ3xFgS0ftcV4GI16SVWvCtWzSGYAQYlE68/nVtfXmd3WsrTlHJUxV7xUrdcPPQqoep8jB01TkB3iOfUP4fOwlCYqYqJrlBTcGrlwJhKWniTE2+9ktKd+/QHmNLndO87JiO73i54zuiJ6bYO6LfSRASCgmLlXLZV5VpHrNvUUxcnH3C8dF3lB+6W8QACKH6fT/W261BSJxisr+qCXf8Xpf//Q5d888HdeuT+7Ts738/5IIQgxGRgcaIyAAp0c5//oSOFPo+ecUsUMpVn9PE2fOVOSpZiclOReF7Bog4JqHdjI5UdpDQbpCIHkLeEZEx/6BFD90emOrZckhbf3CDTlT4duNv3KIbru9qWkabtuA7v9C8sXa4tuWYtj+2RMdOmJ045996TdddP0H+ZQuaqw7p/XU/1bGdb6n+dJVTkqyoMVcr87rvaN5lmZ3UdyXa/uhC+292bNQ9B9vNaW+uytOe3/xUR99/Sy0NDVJUpqImLNPEZV/V7GnJra+pUz0dRWrTZpasu1ebX93obPnaydzTv9bb//5jVZaVuK8hZsa3NPOuz2lygu/nvao/2qh9//1LlRzdqhZzYSpmquInOj/7F87fyPD9TCvv65vzK91691zftnX4xRu0Z+shuxd8XOuL83Tg3bUq2bdVp8vyfH/LiMtV4lSnDfrsne3/nqNkz6/1/usvqOKY8zsmpcv8/EVf1PTP3qLJyb6f8Qt8Do42r8/7XNvzrWTdl5znNrjbHZ2LQf9uh9r3TyoLNir/zbUqK9im+io7HamL196Vcz5GYx4NnmLd1fELeu6/nOcu8W0Hfffa99Wa83+mV372Y7Vm2wX9zSrt/NGlOuIuSGi+m//jfDcndvM9MN+9Rc53z9dFD/6eNSj/uRv0/h7f/aWinPdwrfMeEs1OU5WObV+rg++sV3Xhe77vnzvacrVSr/ma5l6Vq6QwG4JgRGSQMPMON/3oU1r7rWn63Tedx//3Ka1f9ZKOmPamlfki2ee7e6zaaX+nC00l+mDdY1r/vYX292Zq7fe+pk0b81QdnPvqMF+qwL+/aY8tdpnncuxz92p7UKPn/T3nueOeuNlUGPbf6+j1msag9Xnn8dq6wJzM5rxf66g/CBnhVCp//7yWLLtFF2ZnKqWbIMRUhlufvEtrH7D/9gM36LUnn9P7wbNdfLyv8dFfO+8moLnYCUL9z33LeW/F9gngPJmE9cxZ12hiB3doN4no7h3RCULCTJwSxwV3/HrO6Zj82xcDAcOUlVrgDUKKX9Kbj3xSH/zxJRuEGFVqOfGSTrywUP/z9HqdaFdnG8dU20UQ0hFTr73+/U/pyK71thPkaClRy0fP6cjTC/X6umNq9pX2o40qW/sDvfHkQ74gxHBeQ1PeQ9r59z/WB/Zl+Z14/Wt680f36sRh28E1mg6p/vBjyv/7G/TmpqM9fs3NBS/ofU8Q0lbZuz/Q4TefU/UJTxBiNOSpNu8H7t/btMe2TS7n2L7wKW1+7iGVfWSDELfY+fldK7Tz+7drc16bNxQuGnZq98+/pKI9znnnD0KM1tdu2r2eXQs305q6PkahOK860XJIO178v4EgpK3St3TCvyp61J264NrugpCunVj39dYgRCOc4PrzNghx1L//M7334g9UaT4n//fPOYdaqtar7L8/pTef+HUn3/WBQyAyCJxY9yW9+fSKTiqpfurgutOalmjfq8+ptrWC8Zzs//AzHa6zxQOgu8bgw/d+1lppxF99j6Z3cIWsI903WD2sDJ3Pb/NP/CNhTgfk0z/SvHHuDtBn4pIzNfayT2n8oj/TyKwcTVz8BWVefB2rYQ2Uqte174Ufa7N9bHjs9tbREI3/vqbPtNu9VLvjx8rfZes7c2HlS0uV4ttzOkl52vaTv1Ftk+3wJd/imx5mpobZHkDLwa9p++8Pta+7nLq9tUs86quactfzmn7XSqWkdpI05/4tp15zK9c4xVz2C8373g5dfs/3leSecg2qf3WFdhSa7R5KvUeT3b/rfzzY2unqSu2+F9TS+l6XBjo7p3+mfCcY8jNXst9+eb3dM1Nm7nGnzqVk+1edO6Tq3/yNdhTY3a60HNPO1T+QN75oK+uqe5zPYq6SZn/ffp6+x5TL/FflD6nstfWtF60qN31H77/rn7OXrPhc39S+lDF2KKFlp0qefUz7QtDelhX5R0NylbLs3+xrN+eDLW4rbq4uWrLY+f9ipVyz0vfzdzjnQrKdktiyUcde3ho4xzrhO0beaU0dHSPnvOrJMeoHJ177JxWVdR5QNR/5U+A9Zs/V2NN52v7M7YELxw91dgG3PRPo7/SPSkUt1oRvfEVTPD35+Nn3KGtMnKLG3amsT/vOrQuv+Vzrd12FP1DejvAKXAlEIpz7BbVDqYqaq1F3vKZFf79BM50Tzz245ov+ixdU5P7A1KCKb/pVS91SV9vKfklX8xSrtOcXd6msyp7MZlqTqewvu1Px/qGE0h9rz/MbFLwmT4i4jcEjXTQGx1Txof+LOEFJ2ZkqefdnWv/QpXZ0YqFe6WCEo2cNVk8qwwblr3YCR5t7EjXn3/Xxq3oxPg30UkJmtsZe/mlWwxpodRtV6dQ1pr4xj8oTZnQiU/GXPasF3/rcOSWqm47Jphee811YcTsmDwZdWKnf8WuVnLadpIRvafYPVmrJnd/SontWauk9X23tBDRtekEH2vYIiz8IdKAmLdbsSxfookvnK8mT2uLl+1t2Z9Kj+vidSzQhI1lZs+/Uok/faZ/YqeN/6EUyTNxUTXD/rv9xieLtU11KcAKyh/zv9ae6+tOB9q5ph9Muuh9Jgw5sClyUirriV7rhWw9qkfM7S771e828bKJ9ZqeKXu++w1zy5iOBUamoTj6k1KW65tFf6Zp77rSfp+8x+87vaJT9EZ3x/6Vjyt/wkt2WEj+9QTfc57wf8/oefE2TJ/mn5b2gI68Hgqt+09pRHq2kj/lfe+fng5F53S90yz8/6844cH9+wZ1a/OeB807HDqm0y0GR7o7RBPtMz45Rnzvxkna+7g8MOv4gyko9F0Wjd2r3Y5/SsbydgQvHp30XcDf8286u+0xBFzCnatTdP9G8cW0vCmRq7oP7tOzB7+vyxb5jNHPZo7qo9VxuUO2xEJwrvUAgElbe0zHP1bLA499VbX8imPmC/kvrFzTxU/+qqxZMVWbyBF247PuaNtN+Kcqe04f55pueHFyhT/OfmI62lX12Fx3jwrU6etj/dV+qyd993lfZ3/l9XffgysDVqrx/0T5fbR9SvsbA/t0OK4YS1bYGGRPVuOVe93Ou9U9ZMEP4ZoTjH7yjSX3XYJ1Y943AsOr4R3WFZ1gVwFBTovp379XWp17q/ZQJc9Fl1d/ZEQjTMXm63chq0aHAnP6oOYuDrp7GzLxe6f6gpWWjyo4E19clHzmdJbsdP8Hf4euc92/FTMkNjMo44ifltgYQLR8dCpqm2i+mXa0LPQFZyswbAgFMxXsqqzLv9ZDKDgUuSqVfmhs0ZebCy24LdJIOOXW73exQxXrPlepbNPlGf+DViaYGVVZV+R6Fedrzwj/a/IM4JzBd7MstqMpTha/QcYvGXuJpl6MyNeWyW+yO8899mKdKu90/SlTdOk1vqpLG9HApSecDbDsNKTo9U7F2WxWF6no9mO6Okb3oaphjFNIuR5X2vPgd5/tn/mic0wd7NOic79DB51TWuECjbnzWvegbGAlzvhdmFku+3WnHewHT5Jn8qxbN7jgkj+6gZ5+UfqHdcs6ViqA5+wOug5eLgbNT1Z6rZYHHS51c3Xe+oIf9X9BcpQYFD3HKmOSfA35M1R/1XbVf6XzZW1/PlE9pimdYNjrjao2dYnec91NxOMQnfG8bA21V5a6tisl+0DdaZIaN/bNWzGjSr9bbyr1vGqwWd1jVjmCZKRTfOLeroAAikElWf9KskON7LPnq9wP3Dvlohba/3JsrlSdV+sK9rRddoub8oy6f3f7CS1Nd4N+MTWubg5KpuNZm45ia/VWcq0EnDvsDiwlKmtR9/or3bzVt/GQgP848WhdlcbRe8e9HUfHBHeCMCZ4LPtVqdKcyNai5dUrThYprO8Uo1dNhrqvqYpS9Qfv+629Uazuk8Td+RxNaOp8a7Hr/x9rwvUt9j3/+lA6/u9NpE5ZqzJ0bdM11o30/U1cZGITQaM+x8klxXl+r05VqtJv945hq/d2I1PHq6eROk1P5zjNf0yvf9+Swes+FbvXVMep7tW//WIf9fbDxj2ruRQ3Oq+3GiDt14UPP66rrF7sXfWff+a+aPMk+Z/pqhzquA2pf8+SFjPm+LvXkgAVpqVLR1he04Uef0iut+bvTWhchCEd0gSKa9wuap6If2y9564kXuDrlqc3OW2OdZ3wmObPNFYDkoMqypa7br2UfMo3Bit41BubnFv9eS751j2+Y3Awb3/mtwBfj8Hs67k6c7oPKsMEJklqHVSdo1B3f6nFuCoDBJ2X6nZp5VeAO+L27qp2iuMzAqHbLwXU60lpH9YGWPJW13rR/sVLa3xcTjqiEODdH53Ce7Vo7ncS515zjogOn1+vEyz/T7tYLjGHE5Av5+xGjRiup2wGRBn2w+lY3p7Iob72aKkwOa7KiUnMV4/QbIlpCsmLqturt/37BFizWhDtvsStkdWPaLZrZOgfPSFbK+MBoY/2Jji8ax2RODfRLStbrSEe5vw07tfn7C/WOSVb/KE9NJn/X3IbA+cyjvEuFhxkCkbBiloQLXC0LPH4VmDuKDgUaA1uBj3m4h43BAmUsnBo0NSp6woWeOciHVF3SR2O9w52/k+qvDI6pYkfewOTQAAgbcYn26rfRq6vacUr65E900Rw75eL0c3r/J+1XxIlJCHRyGsvbdnJK1NA6aD1B0Z6+SvO+dSrz/1tTFmhiD/ox0TGBH4q//n87aMvsw7uUan9prAy+6l56zFPfTlC8m3Afp+jWi0EfqMG/cIBfRUngeJjOp930io07pO2/+aW91jdXWct7OMo9+8HWz+OWf96hy++8x/fvV7ygYz95TO+bF5+Q4umknfQcK59K5/W1GpESuBjWD5oL3mv9/KLGTOh+ClLpen3wtj8XaKpS7tiim57coWU/+L1u+vq3epbn4zr/Y9TnkpNV+Runs28D/5jFf6u5WZ1HZpnjAxcbTN5V229hy5lASUxqm2EvK+bSB3XFjYt9O2a2hnOO5LfpQJRs+plK/Lm7ZuTle8759cRrusn5zBdcs9BXHoYIRCJd6xFcoAkPeir6No8brvc0ducpNiHJbjmciDv4Cl5VUGVpAoRQ8DUGNmGz28ZggpLG201tbb88ZWODZwCp7xosRU/VRd/4d40a4auwWnb9pTaFZClLAGGp5ZiO7PCMXKdnylO79kCcpn/+aWX5r1QVPqSdrwXXKZNzr7dbps5Zq3zPqEntjrU65d+PWqxRk/2dqSr9aYP/am+cUhZe3X3H0zFh+ufsllS/a2vHOS9OWVNH5X1t/1v6wPNeT7yzNhCYpE6V75pQrjKm+9uoYzr1R6c9sHvmin7+H9cE2oKpTrtiN73qN31HZXYxgKgF39el3Ywc1Xcw2BEdl6ysy5zgzD/S7pwXpyucfzN5rka1ri/xkor+6Dm2zs8c/GMgkT3mguCcnL7VoANv+88Hp497QQ9uuldkVoryX8RbrKwFgXvV1H+U14upWd0do18HH6PO44G+U/KYjrzrX6XuW7po2YUdT5Pyy3W+W/7+yIk1+rDAc3GzxTvtO06JXeRijbn+aV2Yaz+L088p/z+3BF3MLDvmqUumLdPM1nurNKj0o612O/wQiES0XGVe5P+CblXpzo47tc1NzsNu94WU6fMDVzMO/1oHPUOEzcXrVHTY7jgBQeqUjqP7vuZrDHzbvsagq9ooUxMutlcWnC9o2daNQV/m2kPvBSrJUVM1yn2z599guRLmatGXHrYVslnK8gfayf1DgKHBu3zvcyv0yoM3BFZZMh3+Sxb04kqxFTVVl37p0dZck/p1X9TmPYHebvTMzzmBiq0P657T+4+u0Ab79zf4V9tyRF3xOeWYP26SqPe8oAL/9KCYOzV2qiexuqpELZ4Gpfm0KWtwp6PGX3pnICg68Xfa+thj2r51q97fYR4v6R3znv+/e7W77SXh/tDygj74/r2+9/rMXdq6LtBJi7l0sSbYj+TCJQ+2dpBb9jg//+PH3OOz4ce36/09R+0zU5V5VSfHpsV/Bfqryr31Y113SFWifT+apbU/cD77X/9a+9zPZav2rXtOGx69XUX+C1zOMU3KNC8wU7nXBPIc69d9Sq8/4zt/NpiVl1oXZblFE6/qpANb8Z79/H2PY8dO2iecY3dsW5vn2t805rDTRm1+5l7l77PvM8o5xhf34CzNnOr5vDbq2Frn3y88pA82/lhvrg4ENT3R9THy51R0cYwaDumY532+f9B/XB1tPp+g5zrjP+ZmgYjl92hK1wfd+czmavp1/j7HThU9eavWP2eO42Na//1Pqci/IIFzDk2+1N/P6EicZt5lLmb69lr2fEmb1gXucZM6xnNvqIO/1js7DqmoYKf2vPCXzvHreegXagQiES1OOdf9beAqg6mkVgUqt/c3vqANT96ulx7/tV2No4+MWaYJuf6vu1PB/OguX2X/wg/0+o88SWhT7tF0f23fRv1Bzxd/xzZVt7abJ1W9r7PnutCrxsCpI6/6K6Uk2NeWd6/WP+pUtrbBWt9aScYpccmy1qDivBssKzr7Ts3zD7Gaz88Msfbl3G4A4cm7fO+el5w+v79yM/fc+HddcVlXnZDORY/7nK66+x7boB9S2aqvB1b8cwOVp5VkR2JV9ZLvNZi/749CJq3UFbfbBThMErXTSWq9sNL0nPJ/YJOq3YfTcfKst1r5oin7sdzrT+7f+mlgwY8Tz+nYi3cp/3nzWOHe2K4pRNnEUcm5TgfUft55nqvByQ/qopsDnXa3Pv6sf+UlJ6AqeM49PpUFgXt3JN78rOZ7b6PdjtMhveMrurAH/XPzN1rKnGPwx4f0gfu53KUPXn3MLuXsiMrVqLv/WtNtI5Z4xYOavcC/slKV6vN850/wz/+jZrfNW/QrcNoX+3fM48iewNLJTXtWdPqcX9OJF4I+v6grbvMFrN0Zt1hjxvt/8JCq37xL2//5Bu3775+pady3lNmaoN093zG6vZtj9K+dH6OK53TE8z7zN/mX4Xe0+XyCnuuGWSBinn910m6MueH7mjLNTqNsyVPtHnMczX3YbB0Qs1STv/HVoFXtOmQuZn7Df+HBXMy8t/XCw5hLPxdY/OL0r1X0/A16x+mfHH43T/ELvhW2q3N295YR5oK/oE4ltStQueX/9w9UebgHd0jvNROV/5cyM+wXsGmrbVxfUL2/kUn+qi669/pOh4prN3m++E4DVWmGoV15qlzb9jn7VLdMY/DVnjUGCQt0xV1/HbjJj6lsgxosX8fAe3+PnjVYXVSGHmaI9aI5dni7k7ndAAY5k0g66R5NuGeDlt55fst4J87+lnIvs3WKfw65vcARPW6prvnBZk3/+C2KH+Gv05IVNeYWjbnjNV3zLef/fdQb8P2tLZp54z1K9CYlR2W6fy/zRqezFYJc5dgFP9VVdz2oJP+ce+ezTpyzUnMfuqddZ2/MVY/qk997XmOmLFCU/2qT8/PxUx7UhX9jVrHq+k7YUbMf1rxOllINlqyJ1zyslEm5imk9DkacEzgtUNJlKzX7+7/XVUH/Vpym3PErXfP1lRrl/F6U/7XH5Trv51HN/Dvz8+cWwPZEzEj/NKxkxeT+1AlYu7/Q55Opud/4nSbPWRr4TOPmKunjz+uqB76qmZ6lh3tizFX/0M0x6mQVqf6ScI+m39GL72zUBM3++u90+R3OOTnK8wUY4Rz3jz+ryx/+qeb28KbG5sLDpa0XMz0XHpzv11XfMOeJ/5g559Uo57t91wZdd8ednhVNw8uwsw67jYFw4td6rXUpO5Os/qDa92N3atM3b7ejGos14aFnNa/NfcmaSndq90v/qqL33wrc1t+pqOLHL1bGNXdq7szM9l/SPY/pd88959se86gW9TaBsKVKRzb9TPlvrrV3VzeV6dVK/fgXddEn5irTX1m4SrT90YWeaQjnwnnv3/mF5o21V/a8r98RNft5XXvPgqCKoWTdva2rh8XfuEU3XB/8DpvLdmrn753P7U/rfXdKN43lhGXKuu4eXTw7MKfVq6l0q7b/x7+o5Ki9u7qpDCd+ThM+/TldNCk5+HPu6jNucI7rD5zj2npjw1/p2ru5pwiAAeSpszqqMwO8dXpnbVdoeet7OfXprU59CiC8EYgAAAAfAhEAIdRHg7EAAAAA0HMEIgAAAABCjqlZAAAg4jE1C4g8BCIAAAAAQo6pWQAAAABCjkAEAAAAQMgRiAAAAAAIOQIRAAAAACFHsjoAAEA/O/TiStUcPWD3pJETczT1jhV2DxiaGBFBvzpTW62K/B1BD1MGAMBQUnP0YFBb6A1KgKGKQAT9ylS0ux//ctCDyhcAAAAEIgAAAABCjkAEAAAAQMgRiAAAAAAIOQIRAAAAACFHIAIAAAAg5AhEAAAAAIQcgQgAAACAkCMQAQAAABByBCIAAAAAQo5ABAAAAEDIEYgAAAAACDkCEQAAAAAhRyACAAAAIOQIRAAAAACEHIEIAAAAgJAjEAEAAAAQcgQiAAAAAEKOQAQAAABAyBGIAAAAAAg5AhEAAAAAIUcgAgAAACDkCEQAAAAAhByBCAAAAICQIxABAAAAEHIEIgAAAABCjkAEAAAAQMgRiAAAAAAIOQIRAAAAACFHIAIAAAAg5IadddhtoFv1pUU6seUVu9e9+lNFOr75ZbvnM3bRzYpPz7J73Zu87F67BQBAeDBtW8OpYrvXveNbXnLa0MDPx2eM09iFt9i97qVMv0Sp0y+1e8DgQCCCXnv7O59SfUmR3etfpqK+4rG1dg8AgPBQkb9Dux//st3rfxd/++cEIhh0mJqFXpv+hYed/w7z7fSz6Xd/324BABA+TFAQqsAglH8LCCUCEfSaqQzjM8fZvf5jRkOoeAEA4co3dbj/L8wxRRmDFYEIzolvVKR/MRoCAAhnoRipCMXfAAYKgQjOiakUzYhFf2E0BAAQCSYv+6Lz3/4bFWE0BIMZgQjOWX+OWDAaAgCIBP05YtGf/zYQDghEcM5M5dgfoyKMhgAAIkl/jYowGoLBjkAE56U/Ri4YDQEARJL+GLnoj38TCDcEIjgvppLsy1ERRkMAAJHINyrSd/r63wPCEYEIzltfjmAwGgIAiER9OYLRl/8WEM4IRHDeTGXZF6MijIYAACJZX+V09PdKXEC4IBBBn+iLkQxGQwAAkawvRjL64t8AIgWBCPqEqTTPZ1SE0RAAwGBwvqMijIZgKCEQQZ85nxGN6Xf3/53aAQDob+czonE+vwtEIgIR9BlTeZ7LqIg7GpJDxQsAGBzOdVTE93uMhmDoIBBBnzqXURF3NGQYFS8AYHA4l5ENRkMwFBGIoE/1dlSE0RAAwGDU21GRvlpxC4gkBCLoc70ZFXF/ltEQAMAg05sRDkZDMFQRiKDP9XRUxB0NoeIFAAxSPR3lYDQEQxWBCPqFb1Sk65GO81llCwCAcNeTkY6e/AwwWBGIoF+YSjU+s/NREUZDAABDQXejHYyGYCgjEEG/mf4Fc2+QjkdFGA0BAAwFXY14dPUcMBQQiKDfmMq1o1ERRkMAAEOJb9Sj/YU5RkMw1BGIoF/5RkWCMRoCABhKOhr56KgMGGoIRNCvTCXrXUGL0RAAwFA0edkXnf8GRkUYDQEIRBAC3hEQRkMAAEORdwTEuw0MZQQi6HemsjUjIYyGAACGMv+oCKMhgM+wsw67DfSbivwd7v8JRAAAQ9mRtc8SiAAWgQgAAACAkGNqFgAAAICQIxABAAAAEHIEIgAAAABCjkAEAAAAQMgRiAAAAAAIuYhZNaulqV5nGmqd/zfobPMZp4TFvoCQGRalqOGxio6NV3T8SA1z9gH03NmzLWqur1FzY71azjQ6BS32GQCDHm1op8IwEDmrutJjqi8vUmPlSTVWl6rpdIWv4gYQFmISkzV8xCjFJWcqLm2sEkaN1/DEFPssMLSdqa1UXVmhGsqPq6GqRGdOl6mptso+C2Coow0NCItApLmhVqeLD+j08UOqLSmwIx4AIklsUroSR0/RiHEXKiFjki0Fhoa60o+cduwD1Z48rMbqU7YUAHpmqLahAxqInD7+gao/2quaogO2pHPDomM0PC5BUcPjnO1oU+J7AkC/O9vS4jzOqKWxzp0i2Z2YEWlKmvgxJU+epeEJybYUGFzO1FWp6sheVR/9k5pOl9vSzg2PS1RUbIKGRQ13HkzNAIYK2tDODUggUlmwS1WH33OHrDsyPDFV8WljFZeU4R6MmBEpio6Jt88CGEj+ue6NNeXO45QaKk6qvqLYqWSb7U8ES548W6lT5yk2OdOWAJGt0Wm7Kg5td4KQPbYk2LCoaMWnjlNc6mjFjkx3HmnMCwfgog0NFtJAxFw1Kj+wtcNh6/i0cRoxOlsJoyY6gQhXUIHIclZ1p46ptvQj1Z780E3IbSsle47Spi9ghAQRy4yAlOdvdS+mtWWSUBNHX6DEjElKSJ/glDBqD6Cnhm4bGpJApKHihMre36TTJw7bEh+zgkDS+BkaOS5HMSNSbSmASFdz4pBqivJVX1ZkS3zMleJRF12ptGlX2BIgMpQffNtpx/7Q7qpl/KgsjcyarpFjptoSADg/Q6kN7fdApPzANp3Ke8vu+ZhpVmaoKXnix9wPFcDgVF9+XFVH96i25CNb4pOQMVEZs65VXMpoWwKEp4bKkyrd+4bqSo/aEp/EzElOGzbbnUYMAP1hKLSh/RaInKk/rZJdr7kJ6V4pTgCScsFcRUXH2BIAg13dqaOqaJcXNkyZc5a6w81AODJTsEp2rXe2As2kWW4zdcolSkifaEsAoH8N5ja0XwIRc+XoxHsv64xn3XSTAzJq2hWKTcqwJQCGmsqC3So/9K7d8zFJeBmzrrF7QHgo3fumm5DulTb1MqfRv9juAUBoDcY2tM8DkerC93Xi3bV2z8dcPUq94BK7B2AoM1d0Tu3f7N6s1G9E1nSNu/xTzhYJvhhoZ1X8zu91uijf7pv1/TOUPmOROxoCAANpsLWhfRqImKUMT+78H7vnS0bPyL1aiZmTbQkAGGdVmvcH1RQH7iGUkJmtrPmf1bDo4bYECC1zM92ibb9RXUmBLZG7mEpG7pXOFkEygHAxeNrQPgtEzE2dTu581e75bsaSOXOJYkeOsiUAEKziw/fcea9+CRmTlbXodu63gJAza/sXbf6V6kqP2BJG8wGEt8HQhvbJKzV3RvcGISaLf8zcTxKEAOiS6eSNyplv90x+2REdf/u/7R4QOua88wYh5rwkCAEQzgZDG3regUh9ebFObA/khJg5tKMvXqrhcYm2BAA6lzxxptKnL7B7clfaO7lrnd0D+p8537wrPJrz0ZyXABDuIr0NPa9A5OyZJp1875XWGzzFJCYrc9a17n1CAKCnkiZ8TGlT5tk9qapglyrarAwC9Adznpnzzc+ch+Z8BIBIEclt6HkFIid3vabG6lPutrkxYebMT2h4/Ah3HwB6I+WCOU5lepHdM8un/q+7FDjQX8z5Zc4zP3P+mfMQACJNpLah5xyImGir+lie3ZMycq/iHiEAzkv69EXuPYf8Sva8breAvuc9v8x5Z84/AIhUkdiGnlMgcqauKugqkpmfNmLMVLsHAOcuY8bH3RFWo7GqRKV/2uhuA33JnFfm/DLM+WbOOwCIdJHWhp5TIHIqb5Nampvc7dik9KCMfQA4H8MTU5w6JZB4V3HwbTVUHLd7wPkz55M5r/zM+WbOOwCIdJHWhvY6EKktOaLqo3+ye1La1EByDAD0haTxM5SQPsHuSWX7N9st4Px5zydznpnzDQAGi0hqQ3sdiJQf2Ga3pJFjpzlvdKLdA4C+kzb1MrvlW46w9sRhuwecO3MeeZfq9Z5nADBYREob2qtAxLyJupICu2fuOjvXbgFA3zLTPr0rgJR/wHK+OH/e88icX+Y8A4DBJlLa0F4FIpUf7rRbTgU+MVfDE5LtHgD0vZRJs+2W3IsgLOeL82HOH+/FNO/5BQCDTSS0oT0ORBqqSoKGs1O44ROAfjY8IUkjPfP3q47stltA73nPH3NemfMLAAarSGhDexyIeBPUE0dfwAojAEIiKWu63fLVQy1N9XYP6Dlz3njbMe95BQCDVbi3oT0ORGoK37dbJkn9QrsFAP0rLjlTcSlj7J6pi/bbLaDnvOeNOZ/MeQUAg124t6E9CkTMnLIztVXudnRsghIzJ7vbABAKI8dOsVvS6eKDdgvoOe954z2fAGCwC+c2tEeBSO3JwJJfCQQhGOSa6k+pcP927Vv3jLatflhvPH6XXn3kKm3Osz+A/pf3lF7+7nzf48m1qvXUO6dPHNbZM74bqgI9Yc4Xc9740Y4BGEq8dV64taE9C0RKjtgtKfF87xvi7WC8uNcWttFSoB1P2J9xHyu0s8Q+B/STmsPrtfknN2ndD2/Szhe+roI/rFJp3nrVVx5QS2Oj6kpO2Z9EqEXHjQyaSlNbGqiTgO54zxdzHg13zqcBU7JWb/jbNifILrXFwRqV9/zVnjZwPhdCAJwzU+eFaxvabSDScqZBDeXFdk+KTxtnt/pP6R+eUnGF3QFC4ORbD2rjLx9W+YmOgo1YRSXlOH2DaruPDlWu15tup6l/Lhx46576U8fsFtA97/kSijbsfNXvX6WCAw12D8Cg0s9tZWfCtQ3tNhCpLz9ut8zNUTIUNTzW7vWTyo3a/eYWuwP0v/r9z2j76xvtXqxiJt6t8bc+r0v/9nUtfnibbv7hJt34t8/r2uuy7c+gI4Wbf606u90fvMl29eVFdgvonvd88Z5HYanlgHb99v+pxe4CGFwKN6/p17ayM+Hahg4767DbHao49K5K9/6vuz0ya7oyLrrS3T5nZmrW6tW+7ZnP6uY7Zvm2XY06uPoO5ef5PqCo+Cy11JvthRr/zZWa6x9V8v4bHYi/5mVduyQj+OcyH9L8by6TU2qd0s4nb1Zhie/tpy3fpkW57marmsItynt1tUqLtqvFTKeLyVZ81jJN/OxyTR/l+5lWrX8r1vm3Nml+1na9+59PqLTQ3DwrSVHjl2van9+taanuT1t7tfm796rc3Xb+zR/er2nutk/zoVVat+qZQIMU9B7M67/Jef3+8htUt+Ep5f1hrZoaG52XMUvJV/6dLluSrQT354OV5q1V/ltrVFl8QC3mD8TmKCHnTuXctFQT2yytX7phhbZ1FhwmOr835TZdcMMyTQl6b86JfmKv3n9nncr2b1ddpb2JWIefofM5fO9LKu/6VPSZ+QvnnDE36PF+dm3Oj16p1u5/uU5HC812rHPuvKglS7IU7T7XjW7OQ6Oj86q5ukD5G3+por1bVV9rRlmc8yNzgTKu/qbmzklXjO/HrC7eZ0uRdv7ks/Yc7uFrbzqlw3/8D33oHJe6ajv6Y4599jKNu26ZcsfZCw1N1SrcvU6Hdm5UTfEed2qa+RtRSQuVcuVf6eL5ORrpv4zh/Jv5L31fB9/bbguCpS3f6nwGw+xeR+/fkThPI3OWatK19jxqU0988oYGvbP6/6qs+AOdPRutYXGTlfG5F3T5ZZltPi+gvcOv/F+nDveNMExY9OcaHj/C3R4QZmrWk4/KXUCzXbsknXxzhd7Z4KtvA21g27rEWy90oPXf7bqeDKrb27XH51FXme/s7Vk6/LvHdXDvRl/7mbhYGTd/W5fNTvfUUd52uIN6vHKj3vzRg6prbQSD28nA6/f97ozatXr318+oqsKp26Kc13fhfcq93Wlv4n0/73Vu7XsHnPozftwNyrr5tkD9aTU3FunI5o06tv811Zx02lp3Wn7Hn+HBF+crf5/d6ZL/M+i+D9NbvekX+LX7Hedzjxq3RGMuW67ceaf0Xq/b9t59bl32T4K0Ob/atYWdtG8uT3/LEfxZm37rnzv9VrcToSjn3F/ifI866nd131baf7f1fFuq7L99RDPji5T3mydUkLfF+YydvuSdSTr0gr9vaH/Ge3wat2jjIytU4+5kKePu32j+1GE6U39axzb/p1saFROnKTf9tbs90LodEWmqLrNbTjSV1Pbb2bfMcPRBG4Qo9QFlLxi4K9DuVJ1/WaGTR2wlZTQVqP7IUzq48g5t3FakZlscrFE125/QhpVft0GIUa2WwmeUv3KFdttKo1stBdr137/o2VWxEqdCfeEu7X5zjS8IMRr3qurNO7RhzV5fg9fK+dKsuUvbVj+q8kJbcbjFB1S372HtfvxebevNlIBa83uPKs99b7bMdUrvv/glFb7tRP7+IMTwfIab8+xrHUhlW1Xiqz+cb8Ntmnx1D4OQc9R8Yr02Ou/98NvrA51wc36UrNfJNTfp9V9u1MkeHXTnOP5qRWsjpMmP6PLugpB6p6Pw+E3Ke3N1IAgxzLE/8JRKT9h9R/3BVdr9uydUZc5//znl/M2W6o0qf/Uu57uxtvV1lv7xHzqtWNtqPrFWGx5v+/4dtdtVs+sllXd0mejEKvf7dKrIBCGmoFlnGw6r5IUlevP1EI5rIyKdqXe+XzYIiY6JH9ggpDtOPbDnLdupcuqj7BsW+7YHQPd11YbO66qj67T5Xz6t/PdsEGLUblTprz6tDW91NP21I43K+/3DniCkK1tUts5pd5991BeEGC2n1HTgUe1e+YwOt2lqzr1974BTf5rfO/zTu7R5f3DbWb75Cae+fUpVpq31/x3vZ/ji3gG5Mt6e6Rd8vpt+Qdv22vmdF+9o/zvO595SuEbF+wsVuPzUO/3+uZm2cOVn2rSFnvbt/65SQQ9vtXFyw4OtQYgSTeDbSRDiKP3joz1uK302qvLDAu34ifM93GeCEF9p1IxFGtUaXK9X6cHgY1Pv/KwvCHGkLNfEKb4jYeo+Uwcapk40dWM46DYQaTwdSNYYnpBst/qB0/H+08urbMc7Wxmfvk2ju311DvMh3/60pnkeU3LP73WakYjgqTrLlTHnbiVPzLFlBap5+fva1cmd8psOrFF99DwlO7+TMWeZYvzvo2WLUz9vbxMYdOzkhp+ouKKHQYtzslbtLwq8zvGBAK5l11P6UyDFR1Xbfqj8XQfsXpLic8xrdH4n04bTLXtV+sJPlNfZi5yxUlf97eu+x9eeVpp/FMR5b8ff9QQcStdF1/25E3XP0sg5D2mKe2weUYb/7zifYfmra+V7adnK/txPAsdwvqfxbXt8F11gn+gbzcf2B47HxNkac/qAdj5/r1592CaJPvqgNm85oJoOGsPSE4H3mzA/8PpHd7aeQ8sBvfvc91Xnr1iTlvrOkdylredIy+EHtfO1gm4bwbo9P9fBffbvJy7X9L9crK7P+mrt+/evq7zW7sb4z097vsTfrUmzA1fz4nP/QuMyYxU15jaNu9H3vqZc6TmXi5/Q/j2+Rndk7t3O8/d7Kt8cJV8fOGbZ421z5L7/R1Xv/yz973/Oco1MTZfGf07TOpq+7wTa9c6/meD8naSJVygm1h9uNaj+zV/rcAfHBvA7c7rSbjltWGI/tmHnzel4/88P7fcjVgk3fkm5ie4T3Qj+vrmPT87TeaXju99VJwjosq76Tud1VeUaVRXHtbYvI0f565ZG5zu7Svk9uAZl6riCdp3fztXtX6OW1te5ONC5qV2lgxsC01DOt33XqAd0sb8NXPG8xk/Osk84bdo7we17xqK7lRafpJjJZrqvrQ8vmWefdT7DfU8pz7bPYxZ5j2Hn9em025eprycX+voF+Xavs36B81o9b879HX8b5PmdjBzns4/JUsbl8xR/jm17bz43X/vj/3ceUbLnXtsJ8/3l5uH8W+5zpi38msqrbdDY2hbepnj/MEvZM9r3qy3dBjvmwtoe/2hM1EKNv+cLym498dobmfsF53V01Vba4laNKl9zl4rLPN+DlCwlOr83+bLA6GXNPu9516gjeWvttvP2ZjuvyxMReutAb904kLr4yHyaPRFTdFz/XUnydbx921G5zhd9qtPNqOt4PZEgsdkaP3uepnseU8acTx5Loz7Y6g+InNdyyb/q2vvu1/zb7tNV9z2v3Dn+Smevit/qLKhwDvyXn9ZVzu/Mv+0hXXvnfYEPev9bOtzdgIN7VWyzbzuqZ+8lKtcJEPyv8yvPamLrCe1UIDv9lUWRDv5xvd12vqQ3/lbX3mVeo/M733gx8Dsta3T0rUDFHWR4kpKT7GOc83lfutA+4QRg3ivcjvjc+3X9957V4tuWKdc9Nks1/wvfDnwJK5yK2/1+JQUfwyn+z9jR9vh2Nj58jspPeVaOiN6jvT+5S4UH9gau7tT6rpBs+tWedpVSS0ugcoifEniNaZ6K0Kt+z1qV1trgMv4+zfz2I75zZPkj+sTyu1vPkaZta/RBF+2vqfw2r1ntO0fdyu8bmtbB1IMgxetUeMR/4nnPT3O+vKhP/u3dmhhUG6Rr9jc26cZvPKBLF/reV+71D2l66/nfqLoi3zkSP2aW8/wsp9Hxy1DSjMDn4av8/e/ft614J3j6pn3/t92vxQ+8ouu/6HQi7NPBspR827/qmuX36aKFyzT94isCIz91O1XGoAi60BSiNux8BXW8Mx/QrMuTVV/fRUXQKvj75j5ysjzfx94L/q6eW10Vv+T/aYltXxb/9b8qw/+CnPaleF8376txr9572dZxTrDQfU/F4a1Tlj+mj98Y6PQ27dki3zXrtu37s71v36OdINHfBo7K0dxFns51dU3gSrQRO0vzH3pd1997n+bO8x2bmZ/5R6et9fcM96q62PdZJE/0HkOnPh3m/5m2xze7m4tOvdW2X/CbHvQLzO+8brfNsf631mM9/67HdOP3fqtLLzSv/xzb9l58br72x//vXKqk2ECv29sum890tOlOuW2h//xbrIl/7W8LH9CSbzwS6J8cWOUEO11cDK7fq23mwpq7k620O/5Rc8cE/nZHWtvKTo6tv60MYvoZ4x5wvoMmX9V5fPs2mUMybv7nPK91S2DUr3GPTrQG8As1+hLPZ+7w1oHeunEgdfv1bm4IdL/MzQz7Unxmum8jqON9m7I/M8/9gGur/Ffu+0BjgQr3bFd+62OHqhs7OsmcznGB/yBmadTFOUHTXabMvSXwoRXsVSCV32PUYo33XLKIzpmnlNZf2qKqY12NdDjR+u88V8Vu+G6PKp2RM32fmY/z5c/1BAiFBXJvR1l9QBWtA1xLNWaW54sfla4L5i61O87vfHTA9zttnalWVbV9FG9R3lb/3Eznizhzut0OiG57hqWM8zSQRWoIj4Dc5/BqlTc5gcQ1K31XJ+YErji07Ps/2n3I7liVJf4h1oVK7EF+yvGCwDzWqJmLgq6cxMxYEhhqbdmi8qOdnCMtRdrzon9UoWeVn1F1ZI9aR7gnL9PUNpfUomOch932a3fsHCPTAqNtTVW9q8SC3/8N7YKnmOAJ5wHxt7SO1kTHOr80cowShru7QLdagtqwNifdQMvMUpr5f1DHe5bGfeYWd0ZATWUnF4TOSamq93vbwO0qLO74Yl/3dZWtc9y6yrcZbJ7SZ3qmikblaPSMwEW12o+8o+ftFbz6D62jt1HzvqtxbfIPOzRloaZ4Dm/yjE8E2prKPSp3q6tetu8dVcPNjarzt4FlB7Rjwxr7RKziZ17qdC2Dta9Hk5ToHnSfM5UD3Bls2y/wJht01i9wf8f/4SzV2MvbTAt23nPr6Pk56q/PLbgtvF4XeDr/0aMWaEzr7Tb2quJIZ3+jUQd/+317jpr8zB9pfm6c+0yfc/rEU+5x+sVtg5QU81r9bf8anbTBffMHTh/TH2mPv0FT2/RNvHWgt24cSN2eKi3Ol86vz1fMijIHzgxH/0Nrxzv+mruV2x9tReVqHf3V13Ww9fGwqjrsBDeoufUySLbi2kYByenm+oyPE022ntBezjcy+IPNUqKNuUznu7mLEZG6955RgT9aH/d3unhavfMJdS+6TccsI9OTX1Nb5fs36qsUqFczFNdmcCE52VOF+n+nrf0rtOmfrvM9frpCVeaLmLJUo2//qeZ7GhqjqWyvdq6xNwT8gZ3q1FWC5TnbosIn/f++eVynVx9/UJvWbVdphweoE4nOF/6bT2vRkoXu1YmZt630jCwVqabA2yk4pdrWqc5ZznnSfTDQZJNOjdiU1hPCSvccj87OkVKdWmPyQnx7UTP/Tpf2sPJrrDtttxxJ6d0Hty3VKt6+Rpv+5S6t+6ebWj/bniUFdqzr998F5/X6p5kMMxGTE3JH93FVhMGr5UygJvOdP2HEaQNNB67wjacCHe859+tjE7uvT3rP6USu87aBX9fRvI4v9p1/XeV8Qdv0LpLTPVNr6jtvBJuPrlH+dv+007s148Zxqg+kqnbOfpatRo3zXJyrcd6T+X8ftO9lT2i3vw1ceZeKzZX52IVKu/F5Lbq6TRhiEqI3PKONTzr16KPXtdaj+fu6uhh5bspXe9vAq/TqP31dG9es19Hu+uvt+gXB516H/YJu+hLnrR8/t8Y6z5hVu7YwKei9nK3rsBekOjcvxH5HMh/QnCXjg8+9vpTuBPEd9omTdOFln7XbgelZh/f4A2Onpbx4Qbu23lsHeuvGgdRtIHK2OTADdFhUtz/ea77haFsppd6vi67sRQdlMDHzIeu3691X/SfRQo2/bWm7qythqXKjSt9ap6OtFbzTZf7Dg1q38l4V7lrvuyFgk+9eHDEpoViAoFotzmuq+sPXtW3lahX4rw50Z8r1yg268paklHGBYc36oBsanlKdP6KKT1diSDrGyYpND7yelsMbgj7zPtO4V9sev0k7TLJ64QE1mWS+mGzn2OUoKnZgI4CothE30I2zLYE2LBzPHzPV8v0t9ua+ZkbAzd5pjkPJSMXEFmnPb5+wAUCWkm++W1Mi4aJD4xaVb16jQ54FP8xMjzcfNYuDrFJNiVOPmqnLsaYNdOrRfo+HTeK1WQDkYe1e+ajywmnmQXcG9HPrmeHp2YHO86mNOnqi7wPLnoifvUwZ/tFJMz2rfq9Oti4CdJvGzWsfIXrrQG/dOJD6PrLojZa92t06HO1LUB/fX6/ILGdo5te1Pl7R+MyOrjrFKbq1FShQQ9v5SVWnAiMFJniwm0EaGxV8vafIc/U8x/xae0lJqnzZ6fjZjmXMwm9odg+m3Pg1tZlLXFriGfpOy/BdUY5P9qxiUaqGNldKqqo8w/SJTqfXbgYxSzz6P8Pvv66Z880UMKfSO/GU9v270/l3f2iv8j3JgPELn9fiR3z34rj+23/nm4rQp+Zp3F/Z5EHnMf/uhzTSn+RZ/ZQKdnUe9WeM8ycoOk582O4uxy1nAiUxyZ4DV7JfNf4gYMwFGtWDQxUTHwgiGiu9QY1xynM8shTd4UBHrJKueUzTZ9pgrna18p8LrF7VJe/3ygksOpx2Z5Vu/X8qrbafmRklWmGO9YvOsXtel18ZuKrZW9GeEdX27x8Yior1/ton7Dxzk6B+X//MCHAt1Phv+ts/32P+NYEpvF7nX1eVqqXNRZKqU4HVgoLq0lYZatr1ROuIr3Ie0GWeBTS61VgdnNNRVuzJ68tSnDu1pQ/ad29fwmnXLr/5Nl/1WrlGBc+tar3wdfitHwaS/ceZBHfn5x82beDzmja95217TyXfGmgD3YVk/AsENK3V0c0f+rY70q5fENyp7rBfEPgQHe37Euejvz+32ATPMg7t2sLqoPcyLKHj8y9m9v2a5//utGxR4XM/0cE253tIROVo7Ez/d3Wtyl/frkp/f2DG4sgI4h3ddvuHRQcGnM62ZvD2jfq3Hm5NiIua+ZDmTPVtD6wcpV/oP3pFKnt7u6cya9TBt19qTXRT9iyNtZtBKtfpuGfebN2eDYGTQ7OVMLqDL9Opp3R0l384+j5Nv/6CXg31mWG51tfZUuT8W4EpNDEZNnExaZZGtc4XXK/j73iWKHR+59DbgYS1mEk53U/fiUlSdo5n3fkje+ReECr50LPk4jylX+ZZk7s4PziZr0+Y0ZZAEn3G1GUab5erM7qcS5qzUGn+11byko545zu3eOcTO52ErEDjXPzeS62NXsz4niUPTswJJDW27HstqOKq2/Oayvz7Uc5r6nRqRqym3f5YYM508aPas6Gw21W2MibMDHzZj6wNvnLnaK4+oKO2A1Be7Jl+ZUaJWlftbtSpwp4sPeh8Zh1UFRkTOn//RlPZARV206C1NJ+xW0DPDIsK1KRhd/7k/TAwFTfT6XTN76iDHnrd11W2s+rWVb7NYAdUutezolb9dh3b39rFV9zYQF0asEaFrSsQLVX2pxZ6plb1wAfmirDddpzc+VogMEnJVorbrPeyfe+u3xsVq9EXzXbCG6t2r8rduO2UKgsD7zc+d4nnPhxFquqHm1pHJwbaQHchmbmBi0Zd5vO17Re824N+wahsjfRfiW/blzBaqnX0yLlcbOr/zy15qlnNyzryUlBb2Hxig463rl8zS6mTO/8+jl7ymKbk2HOpdrUO/vbddgvadK/jtrI3sq/4cxswN6r8vcACD8kzZ3c4suqtA71140DqNhCJ8kzG7vP5ZP5Vh8xw9K0df2gDYcqi+1uvhLTkrdCmZ57StjXPOP//YmBeoBnBWeA5oYPsVfEv79XG1c9o2+qHtcm/wpEx42pN6egKUusKTNlK+8xfKLu358eBB7XhJ0/4XudPPh+4quR8mTLm+qdDpWvGlbfZbadt2PB5bXjeeY1tf8dpBMbP76ihcAQlq+/Vjrdesk84Mp3Xbv6fnuW7auLarpNvrVdBcZEKtq/RxlX+Yfe+ZIahA6+rOG+VjuT5r+o4AcSYLqb7Rc3StKv9VwWd4/bsXXrTHLc1T+nNx+9qXcnNzFU2CdOl21dpk3NM92y2UymCPt+uRc9Y5gQQtvKuX638J8250f4cibpkmVrbyo5EZWvOXz6kePvtrd/wN9rW3T1Zpl6vMf6/bXJqfup/n86xf/ZerXPe60f2+KdkekY9Dr+kHXsKVHx0r/at+ZoOejoTwZIU35pMt12FLz6lnVvW6p01T2jzNl+DlOy8r2R/jWPe/z993ff+zWv4lzu0buXPdbJNcNLW2ea+P3swuHlzG8Pu/Gmt902CevCNDQeSr66yO+dYVzVt+ZLeeNa0nU5d+uSK1tF+096Pm9nRLzmfhfsPm1zRb2pmRysIdaVljQ7/s9Nem9f5/NdbbwppuEuY2u3g9v1vet++ByWrFyjvf34d6IA6dfNIt7lJ10hPknD9zjXad6hIxYe2aMcvV/Riaf6ea64NtIGlR9d7FpJxOvRjOmnPXW37BV/oQb8gePnY+g136A37OZpzZN0Pb9Lurf4bdPVGCD63zBuU5Q8gTFv4c3879IQ2/Ny/CpZj8l9o2riuItFY5d7+U6XZ2RfmXNrcg4uCblvZeuWy47ayV8Zdr7H+k7vJBpxtluP38taBfZ73fY66DUSi4wLXJJobex/vdc8MR3+pH4ejey964m2ae/My++E0qunoapXuWqWqo4H7byRct1KXdTaCk5ijmOa9qnE6xKV569Xkr7VjlmnKLZd1GXCZBORL2iR9dy9LMUlxajmxxvc6S/xXP2IVc8W3Ncdzb4aES+7XzHn+CqRa9Qec1+j9nagcpd3xd503AkHJ6veq+Eig4k677gZfQxo1WxPm+Dvnzue362Ht++lntO93T6hGy5WR21WleC62O4GffU3OY4fTwW69V8W4BzRtht3uxOglDyh7in29LQdUZ47bLnOjI9tJiFmsif71wav3qsp7TN3Kym53xw0g/tEzbWy9qpzPPugcGf+I5i0LXsmlI9FjlmnRHcvtOVqg8hcf1M42oxzBspy//Z3W4CXwPp1jf8SzXLFj9OxbAj9Xu1bFv7pDO565VwW78hU/775OrlJma/I8zzSPktUqfPVRndy1RnV1tvGInafLWl+zo2m77/2b19B688+uNTd2E6kAbUQFtWHhef5EzXPq6c7uPzQQ3LrqsW7qqh90UVdlO21Sg5qOmLbTU5c6befIm+7T9K6aOKfOnn0OuaImB9Hkariv84Bn5Dbpfk2/LtDmnHf7HpSsbm40578o5QRQSz6rKbaCm3hJYJljla1SwarPaMcqpzN9WEqb56kH+0jV7wJt4LZnHvYtJGMkLtfkBV2HuL5+ge+u5p33C74b1C8Yd93/0fjWO8kHPkf3HGm9CW7v9f/nZgKIf1XGKHtFuLUdWqN6fx896e4e3JvLET9L8+/xXxQ098jpwUXBLttKW9YrSUErmxlRuYvaLMcf4K0DvXXjQOr2mEZ7EhqaGzwr7/SVTN966eFm9PyHdN2KpzV68rxAglRMtuIn368pX/mtFnd1B+7s+7XonkeU5r8SH5WuGOf3pn/zIeV2dZUnfrmm3dr5XTk7l6XRd72o6VcsDSyBmrjYXcXjqlvaNhSxyr71WS3+K+f1jc9R6/oDsTlKmOm8vr9+Xot6swyd+b0cp7O/4kXn9/yVUqymfOanvtfjT252PruEmY/o4hX3a/4VniUS+0WSolJ873/xV5Z1f2PMqCzN/Kvndemt9/turOeXOE8jr1ipS1c8pov9+ToJI+1nZm7251TePamsPKLHLNbib7+iac5nE5/o/245rzdzqUbf+qIW3+f8v4cfTkLulzVjjr0JlDtP9aku56ma4GXJt5/XxJmLg5PO3ff5tKZPs/vOa3HP39YbYzrvNdWsjPbfWnLrbZ4lA4NlXP0D5V7pOeb2faVNCtQhCbn3t/9emX8/yRyvL2taN/2PfqmDMKjF9Hcbdr5MvX9D9xcfQq37uur6LuqqhU47aeqahYH60q1DXtSVVwSOR3tmkZYe1NkdiJ33mBbd7tThKfbf97c531ze7iZz59W+t+X+3t2a+FevaIln9aT4GfdpgXk9rW2K89mNX66J9zpt7K03eO6M3R9Mneqr1+d/+/7u7zPl/Hz2rb/opl/gaTMMp92c+5VXdPGNy5WQ5Km47ec4bak/sOmdkHxu8Tma/9cvt3ntth265lnNX3FfDz4zH9Ouzrlmkd3ryUVB01b+n27byt5IvuQGzw1M2y9L7eWtA71140AadtZhtztUsmudKgt2udvp0xcoacLH3G20kfeUXl692rdtktm+2d/D7Ke088mbWodN05ZvcyoK3zYwWB3d9IKafetwKvuGr2p4mFSkCF9n6qtV8NrP3O3omHhNvOpOdxt9ba82ty7PbhLjf6S5HS4I03dKN6wILCluFlK5w5OzCAwVxWu07qd22nvqA7r0gdvU2USNcGxDu73uEJPUmqmqhuqeLOYNAH3vTP3p1go0KiaOIAQ9Ys4Tc74Y5vwx5xEADA6NOrhhdWvubcyshZ0GIeHahnYbiMQmj7Zbzts19xMAgAHQWB1YRjIuJVAvAd3xni/e8wgAIk+1Dr9uFxR48qbAIgtRt2ni1Z3n4IZrG9ptIBKfFlig1ryJcLkTI4ChpaEyMPE2Pq2vFzzAYOY9X7znEQBEnkZV+hebCVpQ4P4uF34K1za020Akanic4tICAz315cV2CwBCx1v3xKdPsFtA97znC20YgEjXmmhuF0Oa1tGCAm2EaxvabbK6cSrvLZUf2OZujxw/QxkzPu5uA0AonGmo0bE/vmj3pKk3r9Cw4a3LbgFdOnumSYdeXmn3pAkfv0PD4zx3WAaAQSyc29BuR0SMxNFT7JZUV9J620kACAlvvTNizBSCEPSKOV/MeeNHOwZgKAnnNrRHgUhCxkQNT/TdLcHc1LCWShxACNUcP2y3nEp0nP+GJ0DPec8b7/kEAINdOLehPQpEjJHjL7Jb5g19YLcAoH81VJUEJdmZ6aFAb3nPG3M+mfMKAAa7cG9DexyIJE0M3Miw9uSHOlNbafcAoP9UF+XbLV89FBXTr7ckxiBlzhtvO+Y9rwBgsAr3NrTHgUhccqZGjL3Q7kmVx/5ktwCgf5ypq1ZN4X67JyVPvthuAb3nPX/MeWXOLwAYrCKhDe1xIGKkXDDXbjkR1tE85w1W2T0A6HuVH+2xW1JCZrabrwacK3P+mPPIz3t+AcBgEwltaK8CkcQxU4Iq8YrDO+0WAPStxupTqj72vt2T0i68zG4B5857Hpnzy5xnADDYREob2qtAxEjLmW+3TNL6QdWdOmr3AKDvlB96127JnRZqLoQA58ucR95pxt7zDAAGi0hpQ3sdiCRmTg5K+Cs/tN1uAUDfqC7cr7pTx+yeNGrGIrsFnD/v+WTOM3O+AcBgEUltaK8DESM99ypFRftuhmKGfsrsXdcB4HyZFfnKDmy1e1LqtCsUlzrW7gHnz5xP5rzyM+cbK0ECGAwirQ09p0BkeEKyMmZ9wu5JVUf36fSJQ3YPAM5d6f4/6mxLs7sdm5ypjI8tdreBvmTOK3N+GeZ8M+cdAES6SGtDzykQMZKz5yhpQq7dc9543iY1VpfaPQDovVP5m1VfXmz3pMzZ19ktoO95zy9z3pnzDwAiVSS2oecciBij59yg2KR0d9tEXyX7/ldn6k+7+wDQG5Uf7gpa4cOMurJcL/qTOb+8o/vm/DPnIQBEmkhtQ88rEBk2PEajL7lJw6Ki3f2m2iqV7H1DzU317j4A9ET1sT+p/HBg4Qsz4po6leV60f/MeWbONz9zHprzEQAiRSS3oecViBjxaeM0Zt4yuyc1VJXo5O71OtNQa0sAoHMmx+xUfiCxziwzOHrO9XYP6H/mfPMu6WvOR3NeAkC4i/Q29LwDEWNkVo5Gz73R7jnBSOVJndj5P2qsKbMlANBexYfvBa26l5AxWWOv+LTdA0LHnHfm/PMz56U5PwEgXA2GNnTYWYfdPm9VR/bopBOA+EUNj1VG7tXuvUcAIOCsSvP+oJriA3bfqUAzs5U1/7MaFj3clgChdbb5jIq2/UZ1JQW2RBo5Lsdpx650tob5CgBgwA2eNrRPAxGjuvB9nXh3rd3zSZ1yiVIvuMTuARjKzPTNU/s3B62yNyJrusZd/ilni84eBtpZFb/ze50uyrf7UmxShtJnLFKcXe4XAAbKYGtD+zwQMepKj+rEey/rTG2VLfHlkoyadoVboQMYmioLdqv80Lt2zyd16jxlzLrG7gHhoXTvm6o4FEj+NNKmXqaU7IvtHgCE1mBsQ/slEDHMMr4lu17T6eMf2BKflMmzlXLB3NY7swMY/OpOHVXF4ffcKzkBw5Q5Z6nTsQusWASEk8qCXU47tt7ZCjSTZlTEjPInpLO0NIDQGMxtaL8FIn7lB7bpVN5bds8nOiZeyU5AkjzxY61L/wIYfOrLj6vq6B7VlnxkS3x892+4VnEpo20JEJ7M4iule99wR/q9EjMnOW3YbMWnjbUlANC3hkIb2u+BiNFQcUJl72/S6ROHbYmPSWZPGj/DTQaMGZFqSwFEupoTh1RTlK/6siJb4mMuPIy66EqlTbvClgCRofzg20479gf35r1e8aOyNDJrukaOmWpLAOD8DKU2NCSBiF/10T+p/MBWNVafsiUBJodkxOhsJYyaqOGJybYUQGQ4q7pTx1Rb+pFqT36o5sb2NzU1w8dp0xdoeALfb0SmM3VVKs/f6k7Zais6Nl6Joy9QYsYkJaRPcEpYeAFATw3dNjSkgYifqcSr2s11CxiemOoOd8clZShmRJrzSHGncwEYeGfPtqi5vkaNNeXO45QaKk6qvqK43ZViPzMN0yTTxbLiEAaJRqftMonsZsn6jpirlvGp4xSXOlqxI9OdR5qi40dq2LA+uXUXgAhGGxpsQAIRP5PIXv3RXtUUBdZB7syw6BgNj0tQ1PA4Z9vklXC1CQiVsy0tzuOMWhrrdKah1pZ2zlxASJr4MacCncUICAYtM0JSdWSvO9rfdLrclnZueFyiomITnEBluPMgKAGGCtrQzg1oIOLX7ByU08UHnMDkkGpLCtybSgGILLFJ6UocPUUjxl2ohIxJthQYGupKP3LasQ9Ue/Jwh9OPAaArQ7UNDYtAJNhZp0I/pvryIjVWnnRv2NJ0ukItZxrt8wAGWkxisoaPGOUuZRqXNlYJo8ZreGKKfRYY2s7UVqqurFAN5cfdKchnTpepyXNfLQBDG21oQBgGIh1raap3h7NamhrsiElEvGxgcBgW5a5yZxJymesO9J5/XrhJQnUvrDn7AIYI2tBORUwgAgAAAGDwICQDAAAAEHIEIgAAAABCjqlZAAAA/aQif4fd8olPH6f4jCy7BwxtBCIAAAD95K0vXma3fLKXfUmTl91r94ChjalZAAAAAEKOQAQAAABAyBGIAAAAAAg5AhEAAAAAIUcgAgAAACDkCEQAAAAAhByBCAAAAICQIxABAAAAEHIEIgAAAABCjkAEAAAAQMgRiAAAAAAIOQIRAAAAACFHIAIAAAAg5AhEAAAAAIQcgQgAAACAkCMQAQAAABByBCIAAAAAQo5ABAAAAEDIEYgAAAAACDkCEQAAAAAhRyACAAAAIOQIRAAAAACEHIEIAAAAgJAjEAEAAAAQcgQiAAAAAEKOQAQAAABAyBGIAAAAAAg5AhEAAAAAIUcgAgAAACDkCEQAAAAAhByBCAAAAICQIxABAAAAEHIEIgAAAABCbthZh90GAABAF46sfVb1p4rsXveOb37ZbvnEZ4xT6vRL7V73xiy8uVc/D0QSAhEAAIAeMoFIwdpf2L3+ZYKWKx5ba/eAwYepWQAAAD00edm9boAQCmMX3mK3gMGJQAQAAKAXQhEgmGDHBD3AYEYgAgAA0AuhGBVhNARDAYEIAABAL/VnoOCOhtzyRbsHDF4EIgAAAL3Un6MibpAzbJjdAwYvAhEAAIBz0B+jIoyGYCghEAEAADgH7qhIZpbd6xuMhmAoIRABAAA4R2MX3Gy3zh+jIRhqCEQAAADOUV+OijAagqGGQAQAAOA89MWoiDsawn1DMMQQiAAAAJyHvhgV6c/lgIFwRSACAABwns5nVITREAxVBCIAAADnyR0VOcf7ijAagqGKQAQAAKAPnEtAwWgIhjICEQAAgD5wLqMijIZgKCMQAQAA6CO9CSwYDcFQRyACAADQR3ozKsJoCIY6AhEAAIA+1JMAg9EQgEAEAACgT/VkVITREIBABAAAoM91FWgwGgL4EIgAAAD0sa5GRRgNAXwIRAAAAPpBRwEHoyFAAIEIAABAP+hoVITRECCAQAQAAKCfeAMPdzTkli/aPQAEIgAAAP3EOyriBiXDhrnbAAhEAAAA+pUJQBgNAdobdtZhtwEAANAPjm9+WWMX3Wz3ABgEIgAAAABCjqlZAAAAAEKOQAQAAABAyBGIAAAAAAg5AhEAAAAAIUcgAgAAACDkCEQAAAAAhByBCAAAAICQIxABAAAAEHIEIgAAAABCjkAEAAAAQMgRiAAAAAAIOQIRAAAAACE37KzDbgMAgH7Q0tSghqoSNdWUqam2Us31NU5ZvVrONOpsS4v9KQCD0bCoKEUNj1VUTLyi40cqJjFFMSNHKS450ymLsz81NBGIAADQx5ob61R74rDqSj9S3aljbgACAG2ZgCQhfYISMiYpccwURccm2GeGBgIRAAD6wNmWM6o+mqeawv2qPfmhLQWAnkscfYFGjp+hpIm5GhY13JYOXgQiAACch8bqU6r8cKeqjuzR2eYmW9rGsGGKHTlKMYmpihmRouGxie40jaiYGOdJ0jWBwa1FLU1N7nTMM421ajpdqabaCjWakdJOuuHDomOUPHm2Ui6Yq9ikdFs6+BCIAABwDkwAUnHwbVV9tNeWBItPHav4UeOVkDZOscmj3XniAOBn8sMaq06qrrxY9WWFqq84bp8JljxpllKnXTEoAxICEQAAesFMwTr1/h+cIOQdWxIQkzRKSWOnKXH0FA2PH2FLAaB7Z+pPq/bkYVUfP6im6vZ5ZanTLlf6RVcOqilbBCIAAPSQyf8o3bdBZ+qqbIlPYsYkd053wqgJtgQAzl1d2TE356y29CNb4jM8IVkZM5e4eSSDAYEIAAA9ULJ7nSo/3GX3fEzgkZJ9seLTxtkSAOg79eXFqizY7QYmXikXzFHmxdfbvchFIAIAQBfM/T9OvveqGjzzt820q9Spl2nk2AttCQD0n5rjH6ji0Lvu9C2/uNSxGn3Jje79SCIVgQgAAJ047TT+J3a87N6Q0G9kVo5GTZvv3qAMAELF3AC17OA21RQdsCVyb4g45tKbNSJCL4oQiAAA0IHqo/ucIOQVu+eTMePjg2ZuNoDI5Oaq7f+j3fMZc+lNSpo40+5FDgIRAADaMPcEObnzf+yeNDxupDJnLnanQgDAQDNTRUv2bdSZhhpbIo2e+0n33iORhEAEAACP6qN/cqdj+Zm1+0fPvlbD45NsCQAMvDP11Tq55w33nkZ+ZppW0sSP2b3wx92VAACw6koKgoOQ5EyNmftJghAAYcfUS6Z+MvWUn6m/TD0WKQhEAABwNJ0u1/HtL9k9MxIySmMuvl7RMfG2BADCi6mfTD1l6is/U4+Z+iwSEIgAAOA4ufM1NTfUutvRsQkaPfMa5/8EIQDCm6mnfPVVgrtv6jFTn0UCAhEAwJB36k8bVee5g7FJTB+emGL3ACC8mfrK1Ft+pj4z9Vq4IxABAAxptScLVH7wbbsnjZp2heLTxts9AIgMpt4y9ZefqddM/RbOCEQAAENaWd5bdksaMTpbyZNm2T0AiCym/jL1mJ+3fgtHBCIAgCGr/OA7qq847m4Pi4pSmudqIgBEIlOPmfrMMPWbqefCFYEIAGBIamlqUPmBLXbPabynXsYyvQAinqnHTH3mZ+o5U9+FIwIRAMCQVP7BO62Nc+zIUUzJAjBomPrM1GuGe9HFqe/CEYEIAGDIaWluUuXhHXbPabSzL7ZbADA4eOs1U9+Zei/cEIgAAIac6oLdgdGQpFEaOWaquw0Ag4Wp1/w3OjT1nan3wg2BCABgyKn6aK/dkpKyLrJbADC4eOs3b70XLghEAABDSt2pY2qoPOluR0XHKGn8dHcbAAYbU7+Zes4w9Z6p/8IJgQgAYEg5XZRvt6TEsVPMur12DwAGGad+c+s5y1v/hQNqXwDAkHL6+Ad2y8yhDjTQADAYees5b/0XDghEAABDRmNViZpOV7jb0TFxik8b724DwGBl6jlT3xmm/jP1YLggEAEADBl1pR/ZLadxHkUQAmBo8NZ33npwoBGIAACGjLqyQrslxaWOsVsAMLh56ztvPTjQhp112G0AAAa1j954Vo01Ze521mWfUmxyprsNRLr62iId/6BA5Uf2qqH8Q1WeKFJzbYbGffVHmps5zP4U+lPphhXa9uYW387MZ3XzHbN822HATMcqevf37ra54/qka+91twcagQgAYEg423JGh9b+yO5J2Z/4q8haMatkrd548lHV290gsTmKyZytjMtu07SLs5XsW60TQ0DprtXa9/oq1VRW2xKvWKXd+ZYWzSAQCYVwDkScClAF//tLuyNNXfY3TvU33O4NHKZmAQCGhMaacrslxSSmDK5lexsPqKlwjYp/d4c2rXxGBzuMVjC4NOrgms9r25qnOglCkhSVkq3m2o6eg1/zgVV69bvz9fJ3n9JBWzYoOfWdW+9Z3vpwIBGIAACGhOa6QIdseHyS3YpUszRyzt3KcB+3KSHR836qV+nI26fsDgar0re+o/xd/ntCJCk+5wFl3/mi5v/t67rm+9t08w9f143ffl5XXZJsfwbtNSp/2yq12L3BzlvveevDgcTULADAkFD90V6deO9Vd3vkuGnKyL3a3Y4YQVOzlmv639+vaa0zbhqV98urdPiw3fVOC8l7Si+vXu3bznxI87+5TBm+vQ7s1ebv3ivftdKFGv/NlZrrT6Px/jtdavvafErz1ir/rTWqLD6gFtPzi81RQs6dyrlpqSZ2GBd6X0sngqa/OD//vS+p3O3WtHntjuBpM79wfm+2b9v7vjqYTlPwuz/Xvu0f2j0p/ppXdO2S9K6nyrXh/53SDX/jvIbNvsLzmbrTckDbHv28SuvNe81W2vLntSg31vdcN4I+hw61/+yM3hy/rt5n3Z6ntOFXq32d/0TnXFnhnCvx7lOdaq4uUP7GX6po71bV+0d4EudpZM5STbp2maak+orqT+zV+++sU9n+7aqrLPAVxmQrPmuZJn7W+VujfEVGc/UB7VnzQxUeOmBLvMxnEJxb0+79R6UratwSjblsuXLnZSnB/IznszXHfNGUzXr3d6tVVWJeS5KiMq/XuFvu0+wpSYp2fyq0SvPeUk2xb9xnzCU3KmnSOZ5/fYgREQDAkNDcGOgyRg3vpucT4eLHZNmtcGCmEN2lbasfVXmh7cS5xQdUt+9h7X78Xm070GALw0vz0TXK9wQhYePABhuEODKdDnYPg5Bz05Pj12gLu9Z8Yq02r7FBiBNAZfzZN7oPQpzf2fD4HTr89vpAEGLUblfNrpdUXmf3dUrvv/glFb69JhCEGE0Fqj/ylA6uvEOb8wKv8/Arn+8kCGnLef8v3tH+/becUouZDrm/UB1l4DTn/YM2PPuoDUKMarWUrFHhL53Pa3/PPq++5q33vPXhQCIQAQAMCWebm+yWaZAHPknz/OxV4W+e0bY1vsemZ74YGA1JXK7JC9LtTj9JWa6Jtz+taa2P+90rwh2p2vZD5e/yd/jMFCLflLLkTHsZvWWvSl/4ifLa9otKPlRrH3Pi/YG/NX+xLexnLUXa89sfKXDWtJEyT1M8n8HE3Bz7hMP7ep3HlNwOh3zO2cnCvXbLOZcnz1BK2XZt+5c79LKb63CVXn3iYb2z61SHr738hH80JEfJ1/tf4yNKDqQPBOnZ8Xuq/fFry3yeLz6qercjH6v4a1bqsqndJNG3HNC7z/l/x5G0VMnudMTlGpnqnOPjP6dp4+xzStdF1/25omLMtMWH7LF5RBn+16kClb+6VsV2b8yin2ja9csVWNdhsUa3HrO7NT7F99rc97/PH0wE3n9GzmLnb2Up4/J56iiWaireopaYefb13qb41j/kvI4NG1Vl90LJW+9568OBRCACABgSgmcid9MBCnt7VbNrlUrto+qor6MYNfURXfyN7qe6nLfYbI2fPU/TWx+zOuyMSUU6+Mf1dltKuPG3uvau+zT/tvt01Tde1MTx9ji0rNHRt4p8237+zqeRMjPwt6aEZrSn9A8/UmGJPWeiOhhxiM3SFM9nMH6cZy5TyqzA63UeU8b07YhFZcl2u+W8jNrX9Nb//bpKC/2d5Ua1VKzXyTWf1lsbitRsS1u1fq4ZSprhf42XKim2o+9E2+P3mzbHzz7R0fEL0qiDv1rhfJ6+vaiZP9WiJVndTk+q37NWpbV2J365pn/zEV3l/O35t92vxQ+8ouu/6AQm9mkjPvd+Xf+9Z7X4tmXKdd/XUs3/wrcDQXKFEwTYwYjkic7zM7I9ryFLaa3HbJZGu4fMvP/X3WeN+CX/piX2/c+/6zHd+L3f6tILO6tLFmr8l5+2r/cBffxTt9lyR+F+nbCboRV4reGSmUEgAgAYEoYN83YYwqMR7msthx7W7p+F0apZ1QdUUWG3tVRjZnlGBqLSdcHc6+yO1PTRgeCrxKcKWvMvej/VrFTV+7crf0/gUVhcap/rgcqN2u3PcYhaqonXeDqRYaY+b7XqRyzV6BvNlfyVGjcl2z7TqPo3f673q7zn+inV2GDATI0a2d1tdNoev5ltj99Su9PB8fOo2/NzHfSPKox7SPNun9XpCJrX8YJALkvUzOvbBdgxHSxTHd22Z5syzhMkF6mh0m72hPv+/Z/fUo29vE3w5PytmM560pOXaarnnqnxU+f16D33r8C5EFwfDhwCEQDAkDAsOtBraTlzxm5FKpMQblZG8j2u/cZKJSfap6pXKX/N9o6TqEse1TZ3+o55XKdXH39QmzfsVWl/zdKor/J0fTIU12aGUnKyJ22+tsrpOgeUts6tl4antPnFbjmd4nVf18FfBR5H83qSD2A0Ku/3D6uudQrR/RrfEngtfWbfvfY42Mcjd+mNZ5/R7sPV7UcxujLuAV38zUd0+UJzJX+hLv3CI8po7XmvV1nQSy9SrX9BtZQs+U+ZTrU7fsGd166OX6sTqzx5IQs1/vZlGt3D3mdTfWCUJTal++mGTWV7tXPNw3rj8bv06g/8n203Cx50pZvzt0tJ6UGjNWY/foA7/956z1sfDiQCEQDAkBAdG7gu2nImXIYM+kb8mIW6/AbPVfuCvTpuNztXrZbKjSp/815t+8VanfROhQoDNeX+HnSW4lP6Mxk7ICo+zr16X+BPvs58QLOv7HyNsT7VeED1R1bp6C8/oz+83fMMgvjcJZroHSmIGqeRnivxjac8SzlXnwrkW6RmqLfh3TlJylZC6+vbrlP7Opgu1gdK//Cg1q28V4W71qu+8oBammIVlZSjmBT/CBG89Z63PhxIBCIAgCEhOm6E3ZKaG1rToAeN+HhPZ72+uuMk61EP6OK/fV1XOY9Ll9+neH8voPgJHTwQuPbbZ+KTPbPSS9XQ5tYFVVWe6VKJyQq8g1MqP+K/Gj6z+ylE7ZjlVwMjRuYx/5qF9rnOxcYW6L2X/VfvZ2ncZ27p8dX7Xpux0j0OvsdvNW2OfynVatVsWq/CLg5H2rjAe6k/0bZj36hmz9CEdzSp+eie1gUAojKzgq/Yd6Td8Qt+UZ0fP4/EJZp/z0P2XDPTxVZom2f1qq5EDw/8i42VXd0bZ6/yX99ot2MVv/B5LX5kk2782+d1/bf/Tmn2mV6L9nbW25+/kcZb73nrw4FEIAIAGBKiEwIdsjNOR31wadTBXf6OmKOzaTfRsUpISlKy8xiXe7cmz7Dlzu83dXh37vOUNEujWoOI9Tr+jqfT3FKkQ28HEoFjJuUEOsbFG3TSn8uQMltpbaYE9Zf6bT9UuU2Ojpr3gOZM7Me/O9x3HHyPLE2/+pZALkNlkfw52h3JyF0c+Nm8dcr3DvDV56u8NRN6lpLG+TvzjfrgvTV224kPJvVgpKDt8Xu37fELJLIHHb82oscs06Jb/SN2BSr/7c97lMeUMSGwQlrLvnXtfqep7IAKzWlrVlhrHdGbp/TLcjSyNcjOV43d7FbbUcFR2RoZ7z8H2py/Rku1jh6JnJuHeus9b304kAhEAABDQuzIwHXRptpK6WyYzUXqFe/yvU/ozUdvUn5eYD59zOyF8i9oFKS5UXXV1apyHsW7ntHh/bbcTH/K6I+OSbpmXBmYMla/4fPa8Lxdcvgnn/esSrVU4+dnSWVbtG31U3rz+adaR3Tc9xKaOMTpWNor9Yl3a8aN0/v3pnNnfMfBfZQVaN+61YG8nsxspXX1njNv0ORce4Rb1ujwP31dm+y58MY/rVCN/9Se/BeaNm6YCt58QtueX6GD/vtXRN2mcTM7HL9oo+3x+0Kb42ef8B+/LiRccr+mz7TBT/1q5T/X/XTA5EuWKdnfUzW/0/o+nb//L3do3cqf66T50NKzPKMx23XyrfUqKC5SwfY12rjqiS6WYM5QYEFb53N8drX2bVnjnIMPa4c7QpijyZcFbvpXv+EOvfHMU+7fNz+z7oc3affWQvtsmHPqO7fes7z14UAiEAEADAnDooY7jW/g1sqN1ZFzJbM97/K9a1TnvdHb+Ec097pOOoVlT2j3P12nTc5jx5pVavJ3BKfcr9zu7ulwjkwHdOa8wLSj+gN2yeES+5qjcpR2x99pprmPRXOpavJWO8GSv8PcfQe37zlBwK13a0pP+unnY/8K9zi4j5V3qGC/PyfG+fvXXd/F3e+NWE37zD8qY1Scb7dpu6rsuVDv73Un3a3pf7nYHaVoKvmNSg8ElvyNcjr4F/bw/fXs+H3Xd/y65Lzm21dqvH+EpvhRbf9VYKpYh2Ln6bI7lgc6q63v0/n7rcsVO6Jma8KcwGphTbse1r6ffkb7fveEarRcGbmdnEPOvz9+pv855/eOPqWCV59Qad561du87nHX/Z/Aa3Z/ZrX7983PNDX2bIpZOPDWd6YeNPVhOCAQAQAMGbGpgSze+qqTdmsQiEpXVOZSjb71RS2+z/l/j1r3pMDvfMHXYe0fscq+9Vkt/qtHlDY+R1H+1xabo4SZDyn3r5/XolzboY5O1vBY2+mLXajRd/akg9u3onIf0CX9eqfyTjifR/zk+zVtxYuBz6Mr8Tma/9e/Ve41y5WQ6B/NMgnai5V2zbOav+K+1uVuY0b4O+lJisl5TPOW5fRitKcnx6+Hn1dUlube/t3W3KSWfV/X5g2FXSavJ+Ter+tWPK3Rk+cpqnWhJ/s+b/yyprmLacVqymd+qulXLFWM//yJyXZe3yO6eMX9mn/FLZ10eJ3g6LNPa8pMc3NCW2S+S+Od4CXTBubmNX/lFV18o/M5J3lW7nL+ffd4LZ1tC8Kbt77z1oMDbdjZcLmjCQAA/azy8A6V7HnD3R4xZooyZ37C3QaAwaxk3//q9InD7nbm7GuVMuVSd3ug9eiaCQAAg0FCxiS7JdWXRcjcbgA4T976zlsPDjQCEQDAkBGbnKmYEanudnNTg+rLCUYADG6mnjP1nWHqP1MPhgsCEQDAkDJi7IV2S6qxUxUAYLDy1nPe+i8cEIgAAIaUEVnT7ZZUe9xpoCN6GV8A6IJTv7n1nOWt/8IBgQgAYEhJSJ+guJTR7nZLc5OqC/PdbQAYbEz9Zuo5w9R7pv4LJwQiAIAhJ3lS4CZl1UXv2y0AGFy89Zu33gsXBCIAgCEnKftiRcX47tXQWF2mmhOH3G0AGCxMvWbqN8PUd6beCzcEIgCAIScqOiZoHf2qgt12CwAGB2+9Zuo7U++FGwIRAMCQlHbh5YFRkZoyVX20190GgEhn6jNTrxmmnjP1XTgiEAEADElu45yz0O5J5Yfe1Zn6arsHAJHJ1GOmPvMz9Zz/oku4IRABAAxZadMuV3zqWHf7bEuLyg++7W4DQKQy9ZipzwxTv5l6LlwRiAAAhrRRuVfbLen0yQKmaAGIWKb+MvWYn7d+C0cEIgCAIS1xdLbSpl1h96Syg2+rvrzQ7gFAZDD1lqm//Ey9Zuq3cEYgAgAY8tI/tlgJGZPsnlSyb6PO1FbaPQAIb6a+MvWWn6nPTL0W7ghEAABwjJ57g6LjEt3t5sY6ndz3pvP/encfAMKVqad89VWdu2/qMVOfRQICEQAAHDEj0jR23i12z3ejwxO716m5iWAEQHgy9ZOpp/w3LjRMPWbqs0hAIAIAgJWQma0xl95s95xgpKpEJ3b+D8v6Agg7pl4y9ZOpp/xM/WXqsUgx7KzDbgMAAEfVkT066TTwfsPjRipz5mLF2aV+AWAgNVQc9+WyNdTYEjO99JNKnjzb7kUGAhEAADpQfXSfTux4xe75ZMz4uEaOn2H3ACD0agr3q3T/H+2ez5hLb1LSxJl2L3IQiAAA0InTxz9wgpGX1dLUYEukkVk5GjVtvqKGx9oSAOh/LWcaVXZwm2qKDtgSuXdMN9OxRoy90JZEFgIRAAC60FBVopPvvepOhfAbHj9CqVMv08gIbfwBRJaa4x+o4tC7OlN/2pbInSo6+pIbFZecaUsiD4EIAAA9ULJ7nSo/3GX3fBJGTVBK9sWKTxtnSwCg79SXF6uyYLfqyo7ZEp+UC+Yo8+Lr7V7kIhABAKCH3LnZ+zboTF2VLfFJzJikpP+/vfv5aRoAwzj+jK3NWvfLjUwISAIJB40evOjJg3+7J71wMNEDCSQDgi4MGcNuaVln31rCJJKgYBPK95P08vYf6NO8b56nz9NgAgC3ZcFjtPdZwVEvm/xS8RpafPGuMLdqBBEAAP7CLD7X4Mt7nWx/zCaXnHpb9aVN+d2NdH0LAG7K1q6C/o5GX7cVzfWCXGhtvlbn2VuVFirZ5P4jiAAA8A/C0SAJIx902vuUTX5XbS2p2l6R93hZbqObfDxQ3QXg0iyOFZ72Nf5+qMnxgSZzd2jzGmsvkxDyRm69k02KgyACAMAtWCAZ7m6l3SOzaZRNryiV5NbacvyWnEdNVVxfC041eZzkJQEFKLZYcRQlz0TnYaDox1BRcKLw7DhJI3/+DC+VnbQTpLn+qpAB5AJBBACAO2ArW7bTbXckQX83mwLAzfnd9fT+w27OirSCdR2CCAAAd2wajhV829H4qKfxYF+R/fkEgCucWlteZ1Xe4pr8Jxsqu1725mEgiAAA8J9ZIaL1kVggiYKhppOzdE3DCspsTxxAcdl9mBWg2jpmuVqT4zfTAGL9H1ZI+JARRAAAAADkjgs5AAAAALkjiAAAAADIHUEEAAAAQO4IIgAAAAByRxABAAAAkDPpJ+iXgNfugutgAAAAAElFTkSuQmCC)Если в нём нет ошибок, то блок **catch(err)** игнорируется: выполнение доходит до конца **try** и потом далее, полностью пропуская **catch**.
3. Если же в нём возникает ошибка, то выполнение **try** прерывается, и поток управления переходит в начало **catch(err)**. Переменная **err** (можно использовать любое имя) содержит объект ошибки с подробной информацией о произошедшем.

Таким образом, при ошибке в блоке **try {…}** скрипт не «падает», и появляется возможность обработать ошибку внутри **catch**.

К примеру:

Данный пример без ошибок: выведет **alert** (1) и (2):

try {

    alert('Начало блока try');  // (1) <--

    // ...код без ошибок

    alert('Конец блока try');   // (2) <--

} catch (err) {

    alert('Catch игнорируется, так как нет ошибок'); // (3)

}

Пример с ошибками: выведет (1) и (3):

try {

    alert('Начало блока try');  // (1) <--

    lalala; // ошибка, переменная не определена!

    alert('Конец блока try (никогда не выполнится)');  // (2)

} catch (err) {

    alert(`Возникла ошибка!`); // (3) <--

}

#### try…catch работает только для ошибок, возникающих во время выполнения кода

Чтобы **try…catch** работал, код должен быть выполнимым. То есть, это должен быть корректный **JavaScript**-код.

Он не сработает, если код синтаксически неверен, например, содержит несовпадающее количество фигурных скобок:

try {

    {{{{{{{{{{{{

  } catch(e) {

    alert("Движок не может понять этот код, он некорректен");

  }

**JavaScript**-движок сначала читает код, а затем исполняет его. Ошибки, которые возникают во время фазы чтения, называются **ошибками парсинга**. Их нельзя обработать (изнутри этого кода), потому что движок не понимает код.

Таким образом, **try…catch** может обрабатывать только ошибки, которые возникают в корректном коде. Такие ошибки называют «ошибками во время выполнения», или «**исключениями**».

#### try…catch работает синхронно

Исключение, которое произойдёт в коде, запланированном «на будущее», например в **setTimeout**, **try…catch** не поймает:

try {

    setTimeout(function () {

        noSuchVariable; // скрипт упадёт тут

    }, 1000);

} catch (e) {

    alert("не сработает");

}

Это потому, что функция выполняется позже, когда движок уже покинул конструкцию **try…catch**.

Чтобы поймать исключение внутри запланированной функции, **try…catch** должен находиться внутри самой этой функции:

setTimeout(function () {

    try {

        noSuchVariable; // try…catch обрабатывает ошибку!

    } catch {

        alert("ошибка поймана!");

    }

}, 1000);

## Объект ошибки

Когда возникает ошибка, JavaScript генерирует объект, содержащий её детали. Затем этот объект передаётся как аргумент в блок **catch**:

try {

    // ...

} catch (err) { // <-- объект ошибки, можно использовать другое название вместо err

    // ...

}

Для всех встроенных ошибок этот объект имеет два основных свойства:

**Name** – имя ошибки. Например, для неопределённой переменной это **«ReferenceError»**.

**Message** –текстовое сообщение о деталях ошибки.

В большинстве окружений доступны и другие, нестандартные свойства. Одно из самых широко используемых и поддерживаемых – это:

**Stack** – текущий стек вызова: строка, содержащая информацию о последовательности вложенных вызовов, которые привели к ошибке. Используется в целях отладки.

Например:

try {

    lalala; // ошибка, переменная не определена!

} catch (err) {

    alert(err.name); // ReferenceError

    alert(err.message); // lalala is not defined

    alert(err.stack); // ReferenceError: lalala is not defined at (...стек вызовов)

    // Можно также просто вывести ошибку целиком

    // Ошибка приводится к строке вида "name: message"

    alert(err); // ReferenceError: lalala is not defined

}

#### Блок «catch» без переменной

Эта возможность была добавлена в язык недавно. В старых браузерах может понадобиться полифил.

Если детали ошибки не нужны, в catch можно её пропустить:

try {

    // ...

} catch { //  <-- без (err)

    // ...

}

## Использование «try…catch»

Нужно рассмотреть реальные случаи использования **try…catch**.

Уже говорилось, что JavaScript поддерживает метод **JSON.parse(str)** для чтения JSON.

Обычно он используется для декодирования данных, полученных по сети, от сервера или из другого источника.

Получение данных и вызов **JSON.parse** осуществляется следующим образом:

let json = '{"name":"John", "age": 30}'; // данные с сервера

let user = JSON.parse(json); // преобразование текстового представления в JS-объект

// теперь user - объект со свойствами из строки

alert(user.name); // John

alert(user.age);  // 30

Если **json** некорректен, **JSON.parse** генерирует ошибку, то есть скрипт «падает».

Данный исход не подходит для решения!

Получается, что если вдруг что-то не так с данными, то посетитель никогда (если, конечно, не откроет консоль) об этом не узнает. А люди очень не любят, когда что-то «просто падает» без всякого сообщения об ошибке.

Стоит использовать **try…catch** для обработки ошибки:

let json = "{ некорректный JSON }";

try {

    let user = JSON.parse(json); // <--на данном этапе возникает ошибка...

    alert(user.name); // не сработает

} catch (e) {

    // ...выполнение переходит сюда

    alert("Извините, в данных ошибка, мы попробуем получить их ещё раз.");

    alert(e.name);

    alert(e.message);

}

В данном примере используется блок **catch** только для вывода сообщения, но также можно сделать гораздо больше: отправить новый сетевой запрос, предложить посетителю альтернативный способ, отослать информацию об ошибке на сервер для логирования, и так далее.

## Генерация собственных исключений

Что если **json** синтаксически корректен, но не содержит необходимого свойства **name**?

Например:

let json = '{ "age": 30 }'; // данные неполны

try {

    let user = JSON.parse(json); // <-- выполнится без ошибок

    alert(user.name); // нет свойства name!

} catch (e) {

    alert("не выполнится");

}

Здесь **JSON.parse** выполнится без ошибок, но на самом деле отсутствие свойства **name** для нас ошибка.

Для того, чтобы унифицировать обработку ошибок, используется оператор **throw**.

#### Оператор «throw»

Оператор **throw** генерирует ошибку.

Синтаксис:

throw <объект ошибки>

Технически в качестве объекта ошибки можно передать что угодно. Это может быть даже примитив, число или строка, но всё же лучше, чтобы это был объект, желательно со свойствами **name** и **message** (для совместимости со встроенными ошибками).

В **JavaScript** есть множество встроенных конструкторов для стандартных ошибок: **Error**, **SyntaxError**, **ReferenceError**, **TypeError** и другие. Можно использовать их для создания объектов ошибки.

Их синтаксис:

let error = new Error(message);

// или

let error = new SyntaxError(message);

let error = new ReferenceError(message);

// ...

Для встроенных ошибок (не для любых объектов, только для ошибок), свойство **name** – это в точности имя конструктора. А свойство **message** берётся из аргумента.

Например:

let error = new Error(" Ого, ошибка! o\_O");

alert(error.name); // Error

alert(error.message); // оповещение об ошибке

Для рассмотрения ошибки, которую генерирует **JSON.parse** представлен пример:

try {

    JSON.parse("{ bad json o\_O }");

} catch (e) {

    alert(e.name); // SyntaxError

    alert(e.message); // Unexpected token b in JSON at position 2

}

Это и есть **SyntaxError**.

В данном случае отсутствие свойства **name** – это ошибка, ведь пользователи должны иметь имена.

Нужно сгенерировать её:

let json = '{ "age": 30 }'; // данные неполны

try {

    let user = JSON.parse(json); // <-- выполнится без ошибок

    if (!user.name) {

        throw new SyntaxError("Данные неполны: нет имени"); // (\*)

    }

    alert(user.name);

} catch (e) {

    alert("JSON Error: " + e.message); // JSON Error: Данные неполны: нет имени

}

В строке (\*) оператор **throw** генерирует ошибку **SyntaxError** с сообщением **message**. Точно такого же вида, как генерирует сам JavaScript. Выполнение блока **try** немедленно останавливается, и поток управления прыгает в **catch**.

Теперь блок **catch** становится единственным местом для обработки всех ошибок: и для **JSON.parse** и для других случаев.

## Проброс исключения

В примере выше использовался **try…catch** для обработки некорректных данных. Если в блоке **try {...}** возникнет другая неожиданная ошибка, например, программная (неопределённая переменная) или какая-то ещё, а не ошибка, связанная с некорректными данными.

Пример:

let json = '{ "age": 30 }'; // данные неполны

try {

    user = JSON.parse(json); // <-- не был добавлен "let" перед user

    // ...

} catch (err) {

    alert("JSON Error: " + err); // JSON Error: ReferenceError: user is not defined

    // (не JSON ошибка на самом деле)

}

В данном случае **try…catch** предназначен для выявления ошибок, связанных с некорректными данными. Но по своей природе **catch** получает все свои ошибки из **try**. Здесь он получает неожиданную ошибку, но всё также показывает то же самое сообщение **«JSON Error»**. Это неправильно и затрудняет отладку кода.

Однако можно выяснить, какая ошибка вернулась, например, по её свойству **name**:

try {

    user = { /\*...\*/ };

} catch (e) {

    alert(e.name); // "ReferenceError" из-за неопределённой переменной

}

Блок **catch** должен обрабатывать только те ошибки, которые ему известны, и «пробрасывать» все остальные.

Техника «проброс исключения» выглядит так:

1. Блок **catch** получает все ошибки.
2. В блоке **catch(err) {...}** анализируется объект ошибки **err**.
3. Если способ обработки неизвестен, то можно сделать **throw err**.

В коде ниже используется проброс исключения, **catch** обрабатывает только **SyntaxError**:

let json = '{ "age": 30 }'; // данные неполны

try {

    let user = JSON.parse(json);

    if (!user.name) {

        throw new SyntaxError("Данные неполны: нет имени");

    }

    blabla(); // неожиданная ошибка

    alert(user.name);

} catch (e) {

    if (e.name == "SyntaxError") {

        alert("JSON Error: " + e.message);

    } else {

        throw e; // проброс (\*)

    }

}

Ошибка в строке (\*) из блока **catch** «выпадает наружу» и может быть поймана другой внешней конструкцией **try…catch** (если есть), или «убьёт» скрипт.

Таким образом, блок **catch** фактически обрабатывает только те ошибки, с которыми он знает, как справляться, и пропускает остальные.

Пример ниже демонстрирует, как такие ошибки могут быть пойманы с помощью ещё одного уровня **try…catch**:

function readData() {

    let json = '{ "age": 30 }';

    try {

        // ...

        blabla(); // ошибка!

    } catch (e) {

        // ...

        if (e.name != 'SyntaxError') {

            throw e; // проброс исключения (не знание как это обработать)

        }

    }

}

try {

    readData();

} catch (e) {

    alert("Внешний catch поймал: " + e);

}

Здесь **readData** знает только, как обработать **SyntaxError**, тогда как внешний блок **try…catch** знает, как обработать всё.

#### try…catch…finally

Конструкция **try…catch** может содержать ещё одну секцию: **finally**.

Если секция есть, то она выполняется в любом случае: после **try**, если не было ошибок, после **catch**, если ошибки были.

Расширенный синтаксис выглядит следующим образом:

try {

    ... попытка выполнения кода...

} catch (e) {

    ... обработка ошибки ...

} finally {

    ... выполняется всегда ...

}

Для примера нужно запустить следующий код:

try {

    alert('try');

    if (confirm('Сгенерировать ошибку?')) BAD\_CODE();

} catch (e) {

    alert('catch');

} finally {

    alert('finally');

}

У «кода» есть два пути выполнения:

1. Если ответ на вопрос: «Сгенерировать ошибку?» утвердительный, то **try → catch → finally**.
2. Если ответ отрицательный, то **try → finally**.

Секция **finally** часто используется, когда начинается некое действие и требуется завершить это вне зависимости от того, будет ошибка или нет.

Например, требуется измерить время, которое занимает функция чисел Фибоначчи **fib(n)**. Естественно, можно начать измерения до того, как функция начнёт выполняться и закончить после. Но что делать, если при вызове функции возникла ошибка? В частности, реализация **fib(n)** в коде ниже возвращает ошибку для отрицательных и для нецелых чисел.

Секция **finally** отлично подходит для завершения измерений несмотря ни на что.

Здесь **finally** гарантирует, что время будет измерено корректно в обеих ситуациях – и в случае успешного завершения **fib** и в случае ошибки:

let num = +prompt("Введите положительное целое число?", 35)

let diff, result;

function fib(n) {

    if (n < 0 || Math.trunc(n) != n) {

        throw new Error("Должно быть целое неотрицательное число");

    }

    return n <= 1 ? n : fib(n - 1) + fib(n - 2);

}

let start = Date.now();

try {

    result = fib(num);

} catch (e) {

    result = 0;

} finally {

    diff = Date.now() - start;

}

alert(result || "возникла ошибка");

alert(`Выполнение заняло ${diff}ms`);

Это можно проверить, запустив этот код и введя 35 в **prompt** – код завершится нормально, **finally** выполнится после **try**. А затем ввести -1 – незамедлительно произойдёт ошибка, выполнение займёт 0ms. Оба измерения выполняются корректно.

Другими словами, неважно как завершилась функция: через **return** или **throw**. Секция **finally** срабатывает в обоих случаях.

#### Переменные внутри try…catch…finally локальны

Переменные **result** и **diff** в коде выше объявлены до **try…catch**.

Если переменную объявить в блоке, например, в **try**, то она не будет доступна после него.

#### finally и return

Блок **finally** срабатывает при любом выходе из **try…catch**, в том числе и **return**.

В примере ниже из **try** происходит **return**, но **finally** получает управление до того, как контроль возвращается во внешний код.

function func() {

    try {

        return 1;

    } catch (e) {

        /\* ... \*/

    } finally {

        alert('finally');

    }

}

alert(func()); // сначала срабатывает alert из finally, а затем этот код

#### try…finally

Конструкция **try…finally** без секции **catch** также полезна. Она применяется, когда здесь обрабатывать ошибки не нужно, но нужно, чтобы начатые процессы завершились.

function func() {

    // начать делать что-то, что требует завершения (например, измерения)

    try {

        // ...

    } finally {

        // завершить это, даже если все “упадёт”

    }

}

В приведённом выше коде ошибка всегда выпадает наружу, потому что тут нет блока **catch**. Но **finally** отрабатывает до того, как поток управления выйдет из функции.

# Контрольные вопросы

1. Привести пример использования конструкции **try…catch**.
2. Какие свойства содержат объекты ошибок?
3. Как можно пропустить объект ошибки, если он не нужен?
4. Что такое проброс исключения?

# Задания

1. Сравнить два фрагмента кода.

Первый использует **finally** для выполнения кода после **try…catch**:

try {

    начать работу

    работать

} catch (e) {

    обработать ошибку

} finally {

    очистить рабочее пространство

}

Второй фрагмент просто ставит очистку после try..catch:

try {

    начать работу

    работать

} catch (e) {

    обработать ошибку

}

очистить рабочее пространство

Нужна очистка после работы, неважно возникли ошибки или нет.

Есть ли здесь преимущество в использовании **finally** или оба фрагмента кода одинаковы? Если такое преимущество есть, то дать пример, когда оно проявляется.

1. Написать функцию, которая будет извлекать корень из числа и при этом выбрасывать исключение, если корень извлекается из отрицательного числа.
2. Пусть JSON выдается следующим образом:

let json = `[

    {

        "name": "user1",

        "age": 25,

        "salary": 1000

    },

    {

        "name": "user2",

        "age": 26,

        "salary": 2000

    },

    {

        "name": "user3",

        "age": 27,

        "salary": 3000

    }

]`;

Проверить этот JSON на общую корректность при разборе, а после разбора проверить, что в результате получается массив, а не что-то другое. Если в результате получается не массив ‑ выбросить исключение.

1. Пользователь вводит три числа. Если одно из чисел меньше ноля, вернуть и обработать первое исключение, если одно из чисел равно нолю, вернуть и обработать второе исключение, если пользователь не ввёл одно или несколько чисел, вернуть и обработать третье исключение. По завершении работы в любом случае вывести сообщение о завершении работы алгоритма.
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